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Abstract

A Framework for Scientific Discovery through Video Games

Seth Cooper

Chair of the Supervisory Committee:
Professor Zoran Popović
Computer Science and Engineering

As science becomes increasingly computational, the limits of what is computationally tractable become a barrier to scientific progress. Many scientific problems, however, are amenable to human problem solving skills that complement computational power. By leveraging these skills on a larger scale – beyond the relatively few individuals currently engaged in scientific inquiry – there is the potential for new scientific discoveries.

This thesis presents a framework for mapping open scientific problems into video games. The game framework combines computational power with human problem solving and creativity to work toward solving scientific problems that neither computers nor humans could previously solve alone. To maximize the potential contributors to scientific discovery, the framework designs a game to be played by people with no formal scientific background and incentivizes long-term engagement with a myriad of collaborative on competitive reward structures. The framework allows for the continual coevolution of the players and the game to each other: as players gain expertise through gameplay, the game changes to become a better tool.

The framework is validated by being applied to proteomics problems with the video game Foldit. Foldit players have contributed to novel discoveries in protein structure prediction, protein design, and protein structure refinement algorithms. The coevolution of human problem solving and computer tools in an incentivized game framework is an exciting new scientific pathway that can lead to discoveries currently unreachable by other methods.
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Chapter 1

INTRODUCTION

1.1 Motivation

Despite massive amounts of computational power available, many difficult scientific problems still remain computationally intractable. Fortunately, people possess great skill in problem solving and creativity, and individual problem solving skills can be augmented by working together in groups. However, only a small population of people are involved in scientific inquiry and advancing science.

The question arises, how much more scientific advancement would be possible if more people were involved, and if we could integrate what people and computers respectively do well? We would like to maximize the effectiveness of this human-computer symbiosis, to find places where computational power is most useful and where human ability can best be applied. People and computers are often good at solving different types of problems; for example, a person would likely translate a passage of text more naturally, and a computer would likely be able to numerically optimize a function faster. We would like to be able to combine the best abilities of each in order to solve challenging problems that neither could alone.

The goal of this work is to determine if it is possible to design the coevolution of human-computer symbiosis to solve currently open problems in science. Two particular areas where humans can excel are spatial reasoning and creativity. People are able to reason spatially by forming mental models of objects, their environment, and the spatial relationships between them [18, 90].

People enjoy expressing their creativity, and many successful video games require players to think about objects in space and their spatial relationships to each other. Tetris [87] is
a popular example of this. There are many physical puzzles that rely on spatial reasoning as well, such as Rubik’s Cube [74] and many sliding block puzzles. Recently, there has been a rise in popularity of video games whose explicit purpose is to help people train their cognitive skills, such as spatial reasoning. Brain Age [17] and Big Brain Academy [12] are examples of this.

A scientific field that naturally requires spatial reasoning and creativity for problem solving is biochemistry. Many problems in biochemistry are fundamentally spatial structural problems, particularly when dealing with protein structures. Proteins are important to biochemistry and our understanding of life itself, because they are indispensable to living systems and perform many important tasks in the cell, including structural, transport, defensive, and catalytic roles. The way proteins achieve their function is due to their shapes and how they interact with other molecules. They involve the relationships between physical objects in three-dimensional space; a protein’s structure determines its function [103].

To explore the potential of this human-computer framework for solving scientific problems, we have developed Foldit (http://fold.it/), an online video game that casts protein structure manipulation as a puzzle solving competition. The game tries to predict naturally occurring protein structures and to design novel proteins not previously seen in nature. In order to achieve this goal, the game gives players the ability to manipulate and optimize protein structures while competing and collaborating with other players to discover the best structures. Foldit’s YouTube channel can be found at http://www.youtube.com/user/uwfoldit; http://www.youtube.com/watch?v=lGYJyur4FUA gives a good introduction to the game.

1.2 Problem Statement

1.2.1 Game Design Problem

Designing a game for scientific discovery presents many distinct challenges. One of the primary purposes of using a game is to maximize the engagement and retention of the players. However, it is not enough to simply make the game as fun as possible; this goal must also be balanced with the need for relevant scientific outcomes. For most games, the designer is free to make decisions based only on what will make the game fun. In a scientific
discovery game, the tension between the freedom to design for engagement and the realism of the scientific constraints is a key challenge. Thus an important question is, how can we design a game that is both engaging and produces useful results? We would also like to know what kinds of problems would lend themselves to such contributions by non-scientists, and how can we identify these problems and map them onto a game.

We presume that the game players begin without any knowledge of the scientific field the game is based in. Given this, we would like for the players to gain the domain knowledge necessary to make a contribution to a challenging scientific problem quickly. This is not necessarily general expertise in the subject area or formal scientific expertise. Players may develop their own specialized form of expertise unique to the problem presentation within the game. How can the game best support the training of players to the point where they can make a contribution, and integrate players into the scientific process? We would like to use structures from games to teach players, and keep players interested and involved long-term. We would also like to spread the expertise gained by experienced players and to help new players learn from it.

The game’s architecture should support the coevolution of both the players and the game itself. In this way, as the players adapt to the game by gaining experience in how the game works and solving the problems presented, the game can also adapt to how the players best use it to become a better tool. How can we allow for this coevolution of the game and the player base?

1.2.2 Biochemistry Discovery Problem

Predicting protein structures computationally is a central goal for computational biochemists because so much can be understood about a protein’s function once its structure is known, and because it is so challenging to observe a protein’s structure directly. Proteins – chains of smaller molecules called amino acids – are central to biochemistry because they are the primary chemical for almost all cellular processes. Understanding a protein’s structure is necessary to understand its functions, because a protein’s shape determines how it will interact with other molecules. Thus, an important problem in biochemistry is the protein struc-
The prediction problem: given the sequence of amino acids that make up a protein, what is its structure? It is possible to experimentally determine a protein’s structure through methods such as X-Ray Crystallography and Nuclear Magnetic Resonance spectroscopy. Experimental methods, however, can be costly, time consuming, and difficult. This makes computational methods that can accurately predict a protein’s structure an attractive solution. However, computational methods are often intractable; the vast number of possible shapes a protein can take make it difficult to find the correct structure. The spatial nature of this problem makes it a good candidate for the application of human spatial reasoning.

A related problem is that of protein design: given a desired function for a protein, what is the amino acid sequence that, when folded, will carry it out? In this case, computational methods are even more attractive. Synthesizing proteins to test every design would be prohibitively expensive, while computational methods can allow us to filter out designs that are not likely to work. Protein design has implications for drug design, in inhibitors and vaccines, for biofuel design, in enzymes, and for other areas. Human creativity can be applied to help create novel proteins that did not exist before.

1.3 Outline

In this thesis we will show the effectiveness of the game-based framework as an approach to scientific discovery. Chapter 2 discusses the literature related to this thesis. Chapter 3 gives an overview of the game-based framework used in this research, describing the dual goals of engagement and scientific relevance, and the coevolution approach we take. A discussion of using this framework for problem solving as applied to protein structure prediction is given in Chapter 4, and we show that players can predict the unknown structures of naturally occurring proteins, even where all previous methods have failed. Further discussion of applying this framework to leverage player creativity for protein design is given in Chapter 5, and we show that players can become an integral part of the design of novel and effective proteins. Chapter 6 describes an approach to allowing players to codify and automate their strategies, and we show that players can socially develop highly effective algorithms. Finally, Chapter 7 provides a summary and discusses possible future directions for research.
This work is related to several bodies of existing literature, including volunteer computing, human computation, serious games, computational biochemistry, and visualization and interaction.

2.1 Volunteer Computing and Human Computation

Volunteer computing is a method by which volunteers are able to donate their computer’s spare time and space to various projects. The volunteer computing model has risen in popularity recently, and has allowed scientists access to unprecedented amounts of computational power. One of the oldest and largest volunteer computing projects is SETI@home [82, 77]. This project uses a screensaver to analyze radio telescope data. There is an open source platform for developing volunteer computing projects, the Berkeley Open Infrastructure for Network Computing (BOINC), which allows users to manage and share their computer’s resources between the many projects using the platform [8, 13]. BOINC projects have a variety of goals, from climate prediction [81] to searching for pulsars [46].

By using the volunteer computing model, projects not only gain access to massive computation, but also allows the public to make contributions to science. However, with this model, their contributions are mostly passive; they don’t even have to be at their computer. This work aims to use not only the power of networks of computers, but also that of networks of humans, and allow people to make active contributions to science.

There has been work recently on leveraging a human workforce for computational tasks that computers are not yet able to perform satisfactorily. A more general field of “human computation” or “distributed thinking” is emerging. On a smaller scale, augmenting automated heuristics with interactive human input can help to solve basic spatial problems [7, 49]. On a larger scale, general tasks desired for humans to perform are posted online, and
users can determine which tasks they would like to perform. Amazon’s Mechanical Turk is one example of such a system, where users are actually paid to perform tasks. Example tasks include translation of text, rating search results, and determining the tone of an article [4]. Bossa is an open source system for managing similar user tasks [15].

In this context, there has been much interest in using games as a means of motivating people to perform tasks that are currently difficult for computers. One particularly active area is in computer vision and image recognition. Humans are particularly adept at reading words in images and determining the objects in a scene, when compared with current computational methods. The difference in ability is strong enough that vision based tests are often used as a proof of humanity with CAPTCHAs [3].

Games such as the ESP game [92], Peekaboom [93], and Google Image Labeler [39] use human image-recognition ability to produce labeled images from gameplay. Image recognition has also been used for finding particular features of interest in scientific data, such as looking for signs of interstellar dust [95], measuring and aligning features on a planet’s surface [62], and classifying galaxy shapes [38]. These projects have been successful in motivating players to sift through large image sets, which would otherwise be a mundane task.

Some games have approached other types of problems. Pebble It is a game which studies human solutions to the graph pebbling problem, with the goal of developing better algorithms to solve it [27, 66]. Outside of games, some work has examined how to fit human problem solving into various optimization problems [7, 49]. This work is different because it leverages a deeper human problem solving ability to create interesting scientific results.

### 2.2 Serious Games and Gamification

Recently, a field known as “serious games” has been identified. The most general definition is any game that has a purpose beyond simply entertaining the player; however, it often connotes games whose purpose is training or education. The line between game and simulation or application is also not always well defined. A game-based approach is appealing because games are meant to be engaging and motivating. Furthermore, other fields are taking advantage of the fact that gaming has pushed the limits of interactive simulation
and authoring technology, such as 3D engines [84]. Some of the wide ranging applications of serious games are firefighter training [10], raising awareness of social issues [29], and military recruitment [6]. In this work, the main goal is to generate useful scientific discoveries; however, other aspects of game design, such as the requirement that the game be fun, contribute to achieving this goal, as the results rely on players playing the game.

One particular subgenre of serious games is games for health. Playing games has, in some settings, been shown to be beneficial to the player’s health. Games have been shown to be useful for rehabilitation, development, and therapy, and even for distracting patients from pain or bad habits [2, 40]. Nintendo’s Wii Fit package is intended to help players improve their personal fitness [96].

Many games emphasize social interactions as well. Massively multiplayer online games (MMOs), like World of Warcraft [99] and Second Life [76], often host persistent virtual worlds where players can customize avatars, socialize, and work together with other players. Diverse niche MMOs exist, targeting teens or people interested in racing, allowing people with similar interests to interact [102].

Similarly, Alternate Reality Games (ARGs) engage large groups of people to participating in narratives in the real world [58]. Often multiple forms of technology will be used to coordinate the players, who will be working together towards a common goal. I Love Bees, a popular ARG, had players work together to find payphones and answer prerecorded questions [86].

2.3 Computational Biochemistry

In the field of biochemistry, many computational methods have been used to study protein folding, predict protein structures, and design new proteins. The most closely related to our work is Rosetta. Rosetta combines structural energy minimization with a Monte-Carlo search algorithm to predict native protein structures [71]. Foldit uses the Rosetta software for its energy function, as well as many of the algorithms and functionality for energy minimization and protein manipulation. In order to access massive amounts of computation for searching a protein’s large structural space, the volunteer computing project Rosetta@home runs Rosetta’s algorithms on volunteer’s computers [73].
Another volunteer computing project, Folding@home [35], aims to simulate the process of protein folding. The Folding@home project has also been ported to the PS3, and thus has access to powerful hardware and gives gamers the opportunity to help science. Folding@home’s approach is based on simulating the molecular dynamics of protein folding [65]. One difference to note is that Rosetta and Foldit only attempt to determine the final structures, while Folding@home simulates the folding process. This makes Rosetta and Foldit more amenable to problems like protein design, where one is interested in the final folded structure, while Folding@home’s approach is more useful for studying topics like protein misfolding.

Many visualizations for biological molecules have been developed to aid biochemists. Popular visualizations include Corey-Pauling-Koltun (CPK) [25], which displays the chemical properties of individual atoms, and cartoon or ribbon, which shows a more abstract, stylized version of the backbone’s secondary structures [63]. PyMOL is a popular viewer that gives access to many of these visualizations [31]. These visualizations are tuned for scientists, and may not be appropriate for novices.

One possible approach to manipulating three-dimensional objects is to use widgets. Widgets associate behavior with geometry in the scene, so users can interact directly with the environment [20]. The Sculpt system allows users to interact with and guide a protein as it folds in the presence of minimization of a physically plausible energy [83]. While Sculpt has some features in common with Foldit, it is a single user application, while Foldit is a multiplayer game, with many new features.
Chapter 3

FRAMEWORK

3.1 Introduction

This chapter introduces a general framework for scientific discovery games. We present guidelines for mapping a scientific problem into a game, and address the often conflicting goals of engagement and scientific relevance. The driving example is Foldit, a game for scientific discovery in biochemistry. We describe the architecture of the game. The architecture is flexible and able to coevolve, along with the game’s players, to improve as a tool. We discuss the teaching and reward structures in the game, intended to appeal to a wide variety of players, regardless of biochemistry background.

A scientific discovery game translates a class of computationally difficult scientific problems into puzzles, and provides a game-like mechanism for non-scientist players to help solve these problems. Many traditional aspects of game design apply to scientific discovery games, including the design of introductory levels to draw newcomers and explain game mechanics, the use of a client-server architecture for competition and collaboration, and the requirement that the game be fun. However, unlike games whose goal is entertainment or education, scientific discovery games introduce a unique challenge: enabling non-scientist natural problem solvers to advance a specific scientific domain. This challenge influences all aspects of the game design. First, visualization and graphics need to promote human ability to see complex solutions and convey accurate scientific information while remaining accessible to beginners. Second, interaction design must optimize for natural interactions suitable for the human exploration process, while still respecting scientific constraints. Finally, the scoring mechanism needs to be informative enough to promote multiple human strategies, while remaining true to the latest models of the underlying scientific phenomenon. Perhaps the most distinguishing feature and the greatest difficulty of design for this type of game is that the solution to the scientific problem, and thus the solution to the corresponding
puzzles, is unknown. Since we do not know the solution \textit{a priori}, we cannot design the game with specific solutions in mind.

To explore this space, we focused on human ability to reason about 3D structures and on the biochemistry domain, where many problems tend to be structural. We developed \textit{Foldit}, a biochemical discovery game. In this chapter, we discuss the framework for Foldit’s design, with emphasis on the game’s initial focus on protein structure prediction – determining a protein’s shape given its sequence of constituent amino acids. Protein structure prediction involves finding favorable interactions that form when the protein’s chemical groups come into contact – essentially a 3D jigsaw puzzle. We believe that humans’ innate spatial reasoning ability makes it possible for non-scientists to make useful contributions to this problem. We leverage scientists’ knowledge to shape the rules of the game, thus enabling a much larger pool of non-scientists to make make discoveries within this framework. The webpage for Foldit is located at http://fold.it. The front page is shown in Fig. 3.1. Foldit was publicly released in May 2008. During the first two years following release, we ran roughly 600 structure prediction puzzles and had over 57,000 players from a wide variety of backgrounds participate.

The rest of this chapter describes our experience designing Foldit, with a special emphasis on the unique challenges posed by making biochemistry problems accessible to anyone. The creation of Foldit was a challenging and multidisciplinary project, drawing together computer science, art, game design and biochemistry. Moreover, we did not know ahead of time which parts of the problem players would be best at solving, or which in-game manipulation tools they would use most effectively. The only way to find out was to have people play Foldit. In order to deal with these and other uncertainties, we took an iterative approach both before and after releasing the game to the public. We have continually evolved the gameplay in response to massive gameplay traces, player feedback and scientists’ analysis, and continue even now with this iterative process as we add features and expand the set of biochemical problems to which the Foldit community can contribute.

Games are often designed with an iterative approach, which involves designing, testing, and evaluating repeatedly until the player’s experience meets some criteria [37]. For most games, the main criterion for the player’s experience is simply to have fun. Player feedback
Figure 3.1: Foldit webpage. The front page shows recent news about the game, the top players and groups for the current puzzles, and allows the player to log in.

and playtesting are an integral part of the process, and there are a number of methods of gathering and incorporating this information from players [5]. We have also continued the design process after the game’s release, to incorporate data gathered from the players in a continual process of evolutionary redesigning [42]. Our work differs from the standard iterative approach in that the game design space is constrained to conform with existing physical models, we include the input of scientists in the evaluation of the game, and we include the long-term coevolution of the players and game in the design.
3.2 Biochemistry Background

Here we provide some background on biochemistry and proteins that will be used throughout the rest of this work.

DNA, a cellular chemical perhaps more widely recognized than proteins, derives its entire purpose in encoding protein sequences. Proteins are coded for by DNA, and are created in the cell as a long chain of *amino acids*. A protein’s amino acid sequence is known as its *primary structure*. There are twenty different types of amino acids. Regardless of type, some of atoms making up the amino acid will be the same; these are connected together and form the protein’s *backbone*. However, the remaining atoms are different for each type; these extend outward from the backbone and are called *sidechains*. The atoms that make up the sidechains divide the amino acids into two main groups: *hydrophobic*, which prefer to be buried on the interior away from water; and *hydrophilic*, which prefer to be exposed on the exterior near water. These preferences impact how the protein folds. As the amino acids are connected together, the protein begins to fold up; after the amino acids join together, they are often called *residues*. Local characteristics of the fold are referred to as *secondary structure*. These include *helices*, which are tightly coiled; *sheets*, which are extended straight; and *loops*, which are everything else. The positions of the atoms making up a folded protein is its *tertiary structure*; the tertiary structure taken in nature is a *native structure*. The native structure is one that is lowest in free energy – it has the most favorable set of chemical interactions. It is well known that sequence determines structure [9]. In this work, the term sequence will refer to a protein’s primary structure, and structure will refer to its tertiary structure, unless otherwise specified.

3.3 Framework Description

3.3.1 Architecture

Here we give an overview of the architecture of Foldit, which can be seen at a high level in Figure 3.2. Foldit uses a client-server architecture. Players must create an account and download the game in order to play. The game then communicates with a central server to send information about the local player and get information about other players.
Figure 3.2: Overview of architecture for scientific discovery games. The biochemistry team provides structure prediction and design problems for the server. These problems become puzzles and are sent to each player’s client. Players collaborate and compete to solve these problems and upload their solutions to the server, where they are aggregated and sent back to the biochemistry team for analysis. This analysis can then be used to improve the design of the game and puzzles.

Scientists post problems to the server; in the case of Foldit, these are protein structures for which the players are meant to find the native structures. An initial protein structure is associated with metadata such as a title and description, and parameterization such as which energy function terms to use. We call these puzzles, and they are posted on the server for a fixed amount of time (usually a week). While a puzzle is active, players can download it and interactively reshape the protein to try to achieve the best score. This often requires significant changes to the puzzle structures, which are given in various partially-folded states, and in some cases need to be completely refolded from a straight line. Players’ structures, or solutions, are reported back to the server, and players are ranked against other players who are playing the same puzzle. Players can form groups with which to share their solutions through the server, allowing them to work together to find even better solutions than they could working alone. When one player shares a solution by uploading it to the server, other players in the same group are able to see it and download it. The social aspect of the game is supported by in-game chat, a website with forums, and a player-created wiki.
At the close of a puzzle, the solution data is aggregated, and presented to the scientists for analysis.

The game is designed to be flexible, and the client allows automatic updating so that we can continually evolve the gameplay. The puzzle posting cycle and automatic updates allow us to respond to not only player feedback, but also to scientists’ analysis, as we introduce and refine gameplay elements.

Foldit is built on top of the Rosetta molecular modeling suite which has proven useful at a wide variety of protein modeling tasks [71, 16, 67, 48]. The suite contains an energy function which captures the interaction energies between protein elements, as well as a set of structural optimization subroutines. For protein structure prediction, structures closer to the native structure will have a lower energy than structures further away from it. Foldit uses this state-of-the-art energy function to compute player’s scores, and also takes advantage of the optimization routines Rosetta makes available.

3.3.2 Coevolution Strategy

In order to arrive at the current state of Foldit, we took an coevolution approach to the game’s design. Given the complexity of this undertaking, we realized that it was unlikely that all our initial decisions would be the best. There are three major groups relevant to our approach: 1) the scientists whose problems the game is meant to help solve; 2) the players; and 3) the game development team. The development team must incorporate feedback from the players to make sure the game is understandable and fun, and from the scientists to make sure that the results produced will be useful to them. An overview of the interactions between these three groups is given in Figure 3.3.

During the game’s initial development, the development team and scientists must work together closely to determine an initial direction. This involves defining what problems to approach, what the fundamental gameplay mechanics needed are, and what the desired results are. Once possible games have been prototyped, player feedback can begin to be incorporated. Early playtesting helps to uncover what elements of the problem are fun and which can be most confusing and difficult to understand. This can help to both focus the
Figure 3.3: Overview of the interactions between the three iterative design groups.

gameplay and narrow the scope of the game to where players will most likely be able to contribute.

After making the game available to the public, a large amount of data and feedback can become available to help improve the game. As in a traditional game, data on gameplay can be gathered from players for an objective analysis of what players are doing, and feedback from the player community is extremely useful in determining new features. However, in a scientific discovery game, as scientists post puzzles and player solutions are analyzed, this analysis must then be incorporated in the design of the game, progressing towards ever better results.

Following this pattern, Foldit has evolved significantly since its initial release. A timeline of significant events in the evolution of the game are given in Figure 3.4.

3.3.3 Categorization as a game

Although it relies heavily on simulation and visualization, Foldit can be classified as a game, as it possesses the qualities of a game set forth by Schell [75]. Here we list the qualities and how Foldit embodies each.

1. Games are entered willfully: We do not require players to play Foldit.
2. Games have goals: Foldit’s goal is to find the best scoring structure.

3. Games have conflict: Foldit has conflict with both the protein itself, trying to find a better score, and with other players, trying to outrank them.

4. Games have rules: The rules of Foldit are given by the scoring function, available moves, global point structure, and so forth.

5. Games can be won and lost: Each puzzle has a ranking, which could be broken down into “winners” and “losers”.

Figure 3.4: Selected events from the game’s evolution over time. The timeline is shown on the top. Screenshots are included from before release (bottom left) and the current version (bottom right).
6. Games are interactive: Foldit allows players to interactively reshape a protein and gives them immediate feedback.

7. Games have challenge: Similar to conflict, Foldit’s challenge arises from achieving higher scores and competing with other players.

8. Games create their own internal value: Foldit’s global points have value for ranking within the game.


10. Games are closed, formal systems: Foldit’s rules define the pieces of the system and how they work together.

3.4 Game Design Challenges

3.4.1 Visualizations

While a user is playing Foldit, several visualizations are available. These help the player determine when they are or aren’t doing well, and show which areas of the protein they could improve and what is wrong with them, so the player can think about how to fix any problems. Figure 3.5 shows a screenshot of the game’s main screen. We intend for the game to look like a game and not necessarily a scientific illustration. While scientific illustration techniques are useful for scientists, they may not be for our purposes, and may in fact be intimidating for non-scientists. Many of the visualizations have options, or can be turned off and on by the player. They include:

The Protein. The protein itself is rendered in a cartoon-like style. This style is abstract and does not show the exact positions of all the atoms in the protein. The helices, sheets, and loops appear differently along the backbone, and sidechains are rendered very simply. The protein is colored by the score of each residue.

Clashes. These are red flashing spiky balls. They appear where two atoms are too close together, which will severely reduce the score.
Figure 3.5: Foldit’s main game screen. The puzzle Collagen is shown. The protein is in the center; some clashes are visible. The panel in the top right shows the player’s rank and score, leaderboards for groups and individuals in the current puzzle, and chat. Menus and information are in the other corners of the screen.

*Hydrogen Bonds.* These will appear as blue and white ladders where hydrogen bonds have been formed. These bonds improve the score and help hold the protein together.

*Hydrophobic Sidechains.* Hydrophobic and hydrophilic sidechains are shown in different colors. Burying hydrophobic sidechains in the core of the protein can improve the score.

*Voids.* These yellow spheres will appear where there is empty space in the protein. Filling in the space can improve the score.

The visualizations in a scientific discovery game must achieve several purposes in order to allow players to apply their problem-solving skills. They must *reflect and illuminate the natural rules of the system,* in a way that makes state of the system evident to the player.
and directs them to where their contribution will be most useful. At the same time, the visualizations need to manage and hide the complexity of the system, so that players are not immediately overwhelmed by information. They must be approachable by players who have no knowledge of the scientific problem at hand. Thus, they should look inviting and fun, and not bring back memories of high school textbooks. Ideally, they should be customizable, because as with other aspects of the game, it is not clear from the outset what the best visualization will be, and different players may have different preferences.

In order to make the visualization of Foldit reflect and illuminate the fundamental properties of proteins, we worked with scientists to distill simple rules upon which to base them. The first rule is to avoid clashes. Clashes occur when atoms are unrealistically close to each other, causing a large repulsive force. These can be prevented by keeping the atoms from overlapping, and are represented by spiky, rotating spheres that float between the overlapping atoms. The second rule is to fill voids, or empty spaces in the protein. Packing the protein tightly will remove voids. Voids are represented as bubble-like objects that pop when they come in contact with the protein. Clashes and voids appear red, as natural proteins should not generally have any. The third rule is to bury exposed hydrophobics. Hydrophobics are sidechains whose chemical properties are such that it is favorable for them to be on the interior of the protein. Exposed hydrophobics are represented as small, pulsing spheres that move along their sidechain. These are drawn in yellow, rather than red, because natural proteins may have some exposed hydrophobics. The fourth rule is to maintain and create hydrogen bonds, which form between particular pairs of atoms and hold the protein together. Hydrogen bonds appear as undulating bars between the bonded atoms, and are drawn in blue, because they are good.

Due to the spatial nature of the problem, the visualization of the protein closely matches the actual geometry of the protein. To make the overall structure stand out, sheets, helices, and loops are stylized, similar to many scientific visualization tools [31]. Sheets appear with a zig-zag pattern that will form hydrogen bonds when properly fit together. Color also plays a large role in the visualization of the protein. The backbone color reflects the score of the protein in a particular region – going from red in poor scoring regions to green in good scoring regions – so players can see where they can gain the most points. The sidechains
are colored by hydrophobicity, so players can quickly see if they are extending them in the preferred direction. By coloring backbone and sidechain independently we can display more information while not introducing too much visual clutter.

Foldit takes a number of approaches to manage and hide the complexity of huge networks of interconnected atoms that make up a protein. Many unimportant details are hidden. Hydrogen atoms, which are plentiful on the protein but do not add a lot of structural information, are hidden. However, hidden information will reappear if it becomes important to the player: sidechains can disappear entirely to make the overall structure of the protein’s backbone clearer, but will reappear if they are causing a problem, such as if they are involved in a clash. Many actual clashes themselves are also hidden: only the worst clash is shown on a per-amino acid basis. This prevents the player from being overwhelmed by the number of clashes if the protein is compressed too tightly.

To make the game approachable, we gave the protein itself a bright, cartoonish look. Many pieces of the visualizations move playfully around the protein. There are a wide variety of visualization options available in the game as well, such as alternative colorings and geometries for the protein. These can be accessed through a special menu option that is turned off by default. This approach allows more advanced players the ability to customize their view in the view options menu, but keeps things simple for newcomers.

Visualizations such as voids and exposed hydrophobics can be computationally expensive to compute. To keep the game interactive, we compute such visualizations in a separate thread, which will update the visualization after a delay.

3.4.2 Interactions

Foldit also provides several different methods of acting on the protein. Figure 3.6 is a screenshot of user interaction. Players need actions that allow them to manipulate the proteins in a way which will bring them closer to their goal. They should be intuitive and useful; we have tried to structure our input around the idea of touchability, or direct manipulation. Whenever possible, we have tried to make operations act directly on the protein itself. Some of the possible actions the user can perform are:
Figure 3.6: Foldit’s main game screen during interaction. The puzzle Collagen is shown. The player is acting on the protein. The icy blue sheet is locked and the purple cylinder with the round end is a band. The purple cylinder with the pointed end shows where the user is pulling on the backbone. The dark blue part of the backbone is affected by the pull.

*Pulling.* This is intended to be the primary method of interaction. When the user clicks and drags on part of the protein, a purple arrow extends from the protein to the location of the user’s mouse cursor. The protein will then try to move to stay under the mouse, while still satisfying some energetic preferences.

*Bands.* Purple bands can be placed by the user to attach one residue to another, or a residue to a point in space. When the user performs another operation on the protein, bands will pull on the attached residues. This can allow the user to keep parts of the protein in place, pull to specific points in space, or pull in multiple places at once.

*Locks.* Locks prevent the protein from being affected by operations. The user can lock
individual residues or whole secondary structures, giving them an ice-like appearance. Locks
allow a kind of implicit selection; by locking two residues, the user can then easily operate
on the residues between them.

**Wiggle and Shake.** Wiggle and shake are two automatic actions the user can launch.
Wiggle performs an optimization over the backbone, and shake performs an optimization
over the sidechains. They can be performed globally as well as locally by using locks.

**Rebuild.** Rebuild allows the user to specify a section of the protein to be modified
primarily by Rosetta fragment insertion, a process of copying backbone angles from similar
native structures. This operation has a large element of randomness and can result in drastic
changes to the structure.

The interactions in a scientific discovery game must also meet several criteria. They
must respect the constraints of the system required. However, they must also be sufficient
to explore the space of solutions enough to be able to solve the problem. They should also
be as intuitive and fun as possible.

To ensure that the player interactions meet the criterion of respect the constraints of protein folding, we developed a number of tools for players to use based on the powerful
set of optimizations offered by Rosetta. By using Rosetta as a model for our interactions,
we could ensure that they would result in plausible for protein structures. However, these
optimizations only formed the basis for the moves, and they all needed to be adapted for
interactive and intuitive use by players. The primary method of interaction in Foldit is
directly manipulating the protein through pulling, by clicking and dragging the mouse. De-
pending on the location of the pull, this performs various Rosetta-based optimizations with
the player’s pull as a soft constraint. There are also buttons to launch automatic algorithms
for continuous energy minimization (wiggle); discrete sidechain energy optimization (shake);
fragment insertion (rebuild); and the ability to rigidly rotate, translate, and shift sections of
the protein (tweak). Players are able to achieve fine-grained control over these optimization
through two methods. First, freezing, which prevents parts of the protein from moving,
and second, bands, which can connect amino acids and pull on them independently of the
player. When making large restructuring operations, the repulsion force between atoms
can overpower what the player is trying to do and make it more difficult to interact with
the protein. To get around this, we have added a behavior menu, with a slider that allows player to adjust the strength of the repulsion during interactions.

There are additional modes for interaction that define what the mouse buttons do when the user clicks on the protein. The primary mode is the pull mode, described above. The structure mode allows the player to redefine the secondary structure labeling of the protein. This is done by directly assigning from a menu, or dragging existing labels across the protein. The note mode allows players to add their own notes and remarks to sections of the protein. These can be used by an individual or to communicate between players sharing solutions.

In order to confirm that the interactions available in Foldit were sufficient to explore enough protein structures to allow the players to make a discovery, we ran several puzzles in which the native structure was visible as a guide. With this native guide, players were able to use the tools in Foldit to get close to the native structure. The fact that players were able to do this suggested that the interactions would be sufficient to reach the native structure on unknown proteins as well.

Further, to encourage players to use the available interactions to explore the space in new ways, we added an exploration map. The exploration map plots all solutions found by Foldit players for a puzzle based on their score and how different they are from the puzzle’s starting structure. The map gives players a rough idea of the solution landscape: the different areas other players are exploring, and the scores they found there. Players might be exploring a new region on the map that initially gives a worse score, but by working hard in this new unexplored region, they might find a better shape and get the highest score.

In order to make the interactions more intuitive and fun, we followed the concept of touchability – being able to directly interact with the protein as though you could actually touch it. Before embracing this concept, our designs only manipulated the protein through indirect sliders, buttons, and plots. However, we soon changed the design to cause actions to occur by clicking on the protein itself. While the major optimizations are still launched by buttons, actions like pulling, attaching bands, freezing, tweaking, and others are performed directly on the protein. This also led us to the mode-based interface, which allowed us to use the mouse buttons for more operations by changing what they did in different modes.

The goals of interactivity and accuracy can sometimes conflict. Over time, the game
evolved to address these dual goals. The automatic shake tool uses a discrete optimization over possible sidechain positions called rotamers. However, as the number of rotamers becomes large, running the optimization over all of them at once becomes too slow to be usable. Therefore, we rewrote the high level algorithm to run on small, spatially coherent sets of rotamers, rather than all at once. By running many shorter optimizations in sequence rather than one long one, players can see partial results and cancel the optimization early, while also getting the advantage of finer sampling from a larger number of rotamers.

Another place we traded off between interactivity and accuracy was in the ideality of inter-residue degrees of freedom. In order to allow local modifications to the backbone at interactive rates, we found it necessary to allow small non-idealities to occur in the protein structure at the points where residues connected – allowing degrees of freedom to vary that typically would remain fixed. A small amount of non-ideality was acceptable, so we allowed it, but included a penalty in the score. We found that, initially, the level of non-ideality in the solutions was unacceptably high. After increasing the penalties, the non-idealities fell into a range that was acceptable to the scientists, while still maintaining the desired player experience.

3.4.3 Scoring

By definition, the final outcome in a scientific discovery game is unknown. Therefore, we cannot base the goal of the game on reaching a particular known state. The goal must be one that will direct players toward the solution to the problem and encourages players to explore the space.

In Foldit, we want to motivate the players to find the best possible protein structures, yet we do not know what those structures are. To do this, we organize the game in the form of a competition, where a player’s goal is to do better than other players. In a sense, this allows players who find good structures to set the goal for the other players. To make sure that better scores will direct players toward the solution, we base scoring on the Rosetta energy function, which reports a lower energy for structures nearer the native. However, we negate the energy so players are competing for a higher score. The energy function
is broken up into several terms – such as clashing or hydrogen bonding – based on where
the contribution to the score is coming from, and this information is made available to the
players.

In each puzzle, players are ranked by the score of the best solution they have found, and
at the close of a puzzle, global points are assigned based on ranking. These global points
are accumulated over time, allowing players to have an overall ranking against all other
players. Groups of players are also ranked and scored in a similar fashion. Initially all
players were ranked together in a single leaderboard. However, feedback from the players
indicated that the solution sharing architecture was unfair to individuals working alone who
had to compete against players in groups who could simply take another group member’s
solution and move to the top of the rankings. To prevent this unfairness, we separated
rankings into soloists, for players who worked without trading solutions, and evolvers, for
players who worked by improving other players’ solutions. This dealt with the issue of
unfairness while allowing us to reward specialization. However, it did cause players to have
to divide their efforts if they were interested in ranking highly in both.

3.4.4 Introductory Levels

We do not expect players to have a background in the scientific problem, or even be familiar
with it. Thus, if players are to be successful, it is necessary to teach players the system and
how the gameplay, visualizations, interactions, and scoring work.

In Foldit, we teach gameplay concepts through a series of introductory levels – offline
puzzles that have an associated goal score, which, when reached, will complete the level,
unlocking the next one. Each level introduces the player to new problem related concepts as
though they are the rules of a game. These concepts are introduced through an event-driven
system of “text-bubble” hints, where short text hints appear to guide the player based on
what they are doing. The levels are designed such that using the newly introduced concepts
is the easiest way to reach the goal score. The levels are organized into sets, each dealing
with a particular high-level concept, such as hydrogen bonding. An example of the flow
through an of an introductory level is shown in Figure 3.7.
Figure 3.7: Flow through introductory levels. First, the player selects an available level from the menu. While playing the level, text bubbles pop up to guide the player. When the goal score is reached, a short reward animation is played.

We refined these levels using both qualitative feedback from playtesting and quantitative data gathered from gameplay. First, before releasing levels, we performed think-alouds, where we would invite players to play through the levels and say out loud what they were thinking [69]; this would help us to determine where players were confused and what worked well, as well as what adjustments could be made to the gameplay to be more fun. In each round, we interviewed 3-5 people and collected the top complaints and points of confusion. Speaking with additional people each round would have led to diminishing returns where players would repeat the issues found by other players. After each round, we quickly made improvements to the game and ran another set of think-alouds, until the major issues were resolved.

Second, once the levels were released, we gathered data on how far players progressed through them. This gave us a good high-level view of where the most troublesome places were for most people. We could then focus our efforts on levels that caused the largest drop-off in players, make adjustments, and observe the results. An example of this process is given in Figure 3.8. We are able to aggregate data over a period of time, instead of looking at just a single day.

New players are not required to finish any introductory levels before trying out the online puzzles. To help bridge the gap between the levels and the online puzzles and keep players from being completely overwhelmed by a potentially complicated or difficult puzzle that has recently been posted, we include beginner online puzzles. These are similar to
the other online puzzles, but available only to new Foldit players, who have fewer than 150 global points. Beginner puzzles are posted for one month and involve known solved proteins whose native fold has been randomly modified and is also shown as a transparent guide superimposed with the current solution. This native guide serves to give newer players an attainable goal, as well as an idea of what native protein folds look like.

3.5 Rewards and Social Interaction

Foldit has several methods of rewarding for playing. We have found that social interaction can be a powerful force for motivating players and keeping them interested.

Foldit presents the player with challenging puzzles. Overcoming such a challenge can be a reward. Furthermore, competing with other players and attempting to outdo them is also motivating. The in-game scoreboard informs players of their relative standing, and top groups and players for each puzzle show up on the webpage. Each player’s rank also appears near their name on the webpage, and each player has a personal page that displays their scores for the puzzles they have played.

Foldit is designed to provide players with short, medium, and long term rewards. For example, in the short term, interacting with the protein causes colors to change and sounds to play. When players interact with the protein, they receive feedback. Good moves and success will cause positive sounds, like fanfare, to play and reinforcing messages to appear. In the medium term, players can increase their rank in an individual puzzle. Ranking up causes a large “Rank Up!” message to appear. In the longer term, players accumulate points for getting good rankings in puzzles. These then affect their overall ranking in the game. Players can also learn about the connection between the game and scientific outcomes. All of these systems are designed with the intention of rewarding players over different time scales.

The game provides support for interaction with other players through in-game chat. The chat allows sending screenshots through to facilitate discussion of solutions. The website also supports a bulletin board and messaging system.

The primary social organization in the game is that we allow players to form groups. In-game sharing of solutions is facilitated between group members, so that multiple people
can work together to improve a solution. A player can upload their solutions and their group members can view what solutions their group members have uploaded. Group members can then download those solutions and continue working on them, resharing them if they wish. In this way players can work together serially. Solutions can be marked up with comments to communicate with group members. Communication within groups is facilitated by group-based in-game chat and bulletin boards on the webpage.

For each puzzle, players are ranked by two separate scores, depending on if they have worked alone or started from another player’s solution. Players have a soloist score, for solutions they have worked on alone, and an evolver score, for solutions they have collaborated on with others on. Each group also has a score, which is the maximum of the scores of all the members. The purpose of separate soloist and evolver scores is to not harshly penalize players who do not wish to play in groups, and reward players for the styles of play they at which are best.

A survey of Foldit players (Fig. 3.9) revealed that while the purpose of contributing to science is a motivating factor for many players, Foldit also attracts players interested in achievement through competition and point accumulation, social interaction through chat and web-based communication, and immersion through engaging gameplay and exploration of protein shapes [100]. We expect generally future scientific discovery games will also benefit from varied motivation sets.

We have found the game to be approachable by a wide variety of people, not only those with a scientific background (Figs. 3.10 and 3.11); in fact, few top players are professionally involved in biochemistry (Fig. 3.12).

Players were able to find out about the game through a variety of means. When Foldit initially launched, announcements were made on the Rosetta@home forums. Foldit also received some publicity from the press at that time, and on occasion since then, which continues to allow new users to discover the game. Talks and word of mouth also help to attract new players.

In the first month after Foldit’s launch (5/8/2008 - 6/8/2008), 59% of traffic to the Foldit website was from referring sites, 29% was direct traffic, and 12% was from search engines. In the rest of 2008 (after 6/9/2008), traffic was 41% direct traffic, 34% referring
sites, and 25% search engines. The year of 2009, was similar, with 42% direct traffic, 31% referring sites, and 27% search engines.

### 3.5.1 Rewards and ranking types

The reward system in Foldit is set up to reward the absolute best score achieved by a player. However, we are interested in recognizing the efforts of players who work together. Thus we have set up a system to reward players who work alone and together separately.

Within Foldit, players are globally ranked in different categories. Typical puzzles are divided into soloist and evolver rankings, and a player can only open solutions from other players in their same group. Soloist rankings are based on solutions that only one player has edited. Note that they may be able to look at other solutions and talk to other players about them, but they have done all the editing to create a particular solution themselves. Evolver rankings are based on solutions that more than one player has edited. When a player opens a solution that has created by another player, they must improve its score by a small amount before they receive credit for it in the evolver rankings.

We have run a small set of puzzles that are set up such that the top solutions at any time are made available for all players to download and open - thus essentially allowing any player to work on improving the best solution. The resulting all hands rankings are based on solutions for these specific puzzles, regardless of how many edited a solution. In our preliminary exploration of this approach, we have found that this all hands system typically causes the players’ solutions to converge more quickly to regions of the conformation space, rather than explore the space fully.

Foldit also has an achievement system – common in games – to reward players for performing specific discrete actions. These achievements reward a range of actions, including completing introductory levels, sharing solutions with their group, and getting high ranks on multiple puzzles. A player is informed in the game when they meet the requirements for an achievement, and a player’s achievements are displayed on their webpage for other players to see.

Other reward schemes would be possible, such as rewarding the players by their relative
contributions to solutions, rewarding more for collaboration, or for finding novel regions of conformation space. Further, collaboration and reward structures inspired by non-game contexts, such as open-source projects and the wiki model, could also be very effective. Experimenting with different reward systems and their effects remains an interesting avenue for future research.

3.6 Conclusion

This chapter has introduced a general framework for mapping a scientific problem into a game. We have developed Foldit, while addressing the dual goals of engagement and scientific relevance. We have shown how the game’s flexible architecture is able to coevolve along with the game’s players. We have shown the teaching and reward structures in the game appeal to a wide variety of players, many of whom have little or no background in biochemistry.

Unlike most video games, where entertainment is the main goal and the design is entirely up to the creators, the design of Foldit was guided primarily by enabling anyone with a PC an opportunity to take part in scientific problem solving. One of the most difficult aspects of development was that we were designing a game in which the final outcome was not known. Even in Foldit puzzles where the best structure is unknown, the game has to guide the player toward that structure.

We have described how we overcame these unique challenges and the coevolution approach we took to designing Foldit. We applied this approach to the visualizations and interactions in the game, as well as introducing the necessary concepts to players [24].

In designing Foldit, we have learned the importance of including iterative adjustments to the game in the process of design, as the initial decisions can always be improved upon. We have also learned not to expect the way that scientists view the problem to be the best way for players. Exploring different avenues for looking at scientific problems can lead to new and useful opportunities for problem solving. Thus, we have also found that it is possible to make a fun experience by focusing on the exciting aspects of scientific problems, as opposed to the textbook details. We can take lessons from traditional game design to do this: rewarding players and keeping them interested are necessary for any game.
Figure 3.8: Completion percentage for each introductory level per day over a two month period. New players must start with the first level, ‘One Small Clash’, and have to successfully complete it before attempting the next level, ‘Swing it Around’, and so on until the last level: ‘Rubber Band Reversal’. On 03/21 all the intro levels were changed to use text bubble hints; the ‘Close the Gap’ level was removed and ‘Nudge it Along’ was added as a level. This closed the space between the blue levels, but created a large gap in the green levels. The removal of the level between the red and green lines seemed to be the main culprit, therefore on 04/06 ‘Close the Gap’ was restored and ‘Nudge it Along’ was removed. This fixed the large gap in the green levels while maintaining the overall shift upwards; the linear trend of new players completing all the intro levels increases over this two month period (gray line at the bottom).
Figure 3.9: Player motivation survey. Results of a short informal survey posted on the Foldit website asking players their motivation for playing. 48 players responded with up to 3 reasons each. Responses were categorized based on Yee’s main motivation components [100], with an additional category for motivation related to Foldit’s scientific purpose. Note that over half of the responses fall outside of the purpose category. Example responses for purpose include “To crack the protein folding code for science” and “To understand the folding process better”; for achievement “To get a higher score than the next player” and “It’s fiendishly addictive in a Pavlovian manner (get points, feel good)”; for social “The people (community) are great” and “Great camaraderie”; and for immersion “It’s fun and relaxing” and “I like the visualization of molecules”.
Figure 3.10: Demographic survey for all players. Results of a demographic survey posted on the Foldit website. There were 149 responses, showing the variety of backgrounds Foldit players have. Results for all responses are shown.
Figure 3.11: Demographic survey for top players. Results of the survey from Fig. 3.10 for responding players who were in the top 50 soloists or evolvers.
Figure 3.12: Player biochemistry experience survey. Results of an informal email survey asking players about their prior biochemistry knowledge. We emailed the top 20 Foldit players in all categories (soloist, evolver, all hands) asking them if they had any prior biochemistry experience. Most players replied along the lines of “none” or “I took basic chemistry in high school”. Other players replied that they took “one quarter of chemistry as an undergrad” while some players had a “bachelor’s degree in biology”. A minority hold advanced degrees in some form of chemistry or are biochemists in their professions.
Chapter 4

PROTEIN STRUCTURE PREDICTION

4.1 Introduction

This chapter discusses applying the framework to the solution of a difficult biochemistry problem domain, the prediction of natural protein structures. Through the framework’s combination of human problem solving and computational power, in certain cases game players predict structures more accurately than computational methods and perform well against other methods in worldwide competition. Players are also able to solve a long-standing structural biochemistry problem that was previously unsolvable through computational or experimental methods.

People exert significant amounts of problem solving effort playing computer games. Simple image- and text-recognition tasks have been successfully crowd-sourced through games [92, 93, 95], but it is not clear if more complex scientific problems can be similarly solved with human-directed computing. Protein structure prediction is one such problem: locating the biologically relevant native conformation of a protein is a formidable computational challenge given the very large size of the search space. Here we describe Foldit, a multiplayer online game that engages non-scientists in solving hard prediction problems. Foldit players interact with protein structures using direct manipulation tools and user-friendly versions of algorithms from the Rosetta structure prediction methodology [71], while they compete and collaborate to optimize the computed energy. We show that top Foldit players excel at solving challenging structure refinement problems in which substantial backbone rearrangements are necessary to achieve burial of hydrophobic residues. Players working collaboratively develop a rich assortment of new strategies and algorithms; unlike computational approaches, they explore not only conformational space but also the space of possible search strategies. The integration of human visual problem-solving and strategy development capabilities with traditional computational algorithms through interactive multiplayer
games is a powerful new approach to solving computationally-limited scientific problems.

While it has been known for over 40 years that the three dimensional structures of proteins are determined by their amino acid sequences [9], protein structure prediction remains a largely unsolved problem for all but the smallest protein domains. The state-of-the-art Rosetta structure prediction methodology, for example, is limited primarily by conformational sampling; the native structure almost always has lower energy than any non-native conformation, but the free energy landscape that must be searched is extremely large — even small proteins have on the order of 1000 degrees of freedom — and rugged due to unfavorable atom-atom repulsion which can dominate the energy even quite close to the native state. To search this landscape, Rosetta uses a combination of stochastic and deterministic algorithms: rebuilding all or a portion of the chain from fragments, random perturbation to a subset of the backbone torsion angles, combinatorial optimization of protein sidechain conformations, gradient based energy minimization, and energy-dependent acceptance or rejection of structure changes [30, 67, 16].

We hypothesized that human spatial reasoning could improve both the sampling of conformational space and the determination of when to pursue suboptimal conformations if the stochastic elements of the search were replaced with human decision making while retaining the deterministic Rosetta algorithms as user tools. We developed a multiplayer online game, Foldit, with the goal of producing accurate protein structure models through gameplay (Fig. 4.1). Improperly folded protein conformations are posted online as puzzles for a fixed amount of time, during which players interactively reshape them in the direction they believe will lead to the highest score (the negative of the Rosetta energy). The player’s current status is shown, along with a leaderboard of other players, and groups of players working together, competing in the same puzzle (Fig. 4.1, arrows 8-9). To make the game approachable by players with no scientific training, many technical terms are replaced by terms in more common usage. We remove protein elements that hinder structural problem solving, and highlight energetically frustrated areas of the protein where the player can likely improve the structure (Fig. 4.1, arrows 1-5). Sidechains are colored by hydrophobicity and the backbone is colored by energy. There are specific visual cues depicting hydrophobicity (“exposed hydrophobics”), interatomic repulsion (“clashes”), and cavities (“voids”).
The players are given intuitive direct manipulation tools. The most immediate method of interaction is directly pulling on the protein. It is also possible to rotate helices and rewire beta sheet connectivity (“tweak”). Players are able to guide moves by introducing soft constraints (“rubber bands”) and fixing degrees of freedom (“freezing”) (Fig. 4.1, arrows 6-7). They are also able to change the strength of the repulsion term to allow more freedom of movement. Available automatic moves — combinatorial sidechain rotamer packing (“shake”), gradient-based minimization (“wiggle”), fragment insertion (“rebuild”) — are Rosetta optimizations modified to suit direct protein interaction and simplified to run at interactive speeds.

To engage players with no previous exposure to molecular biology, it was essential to introduce structure prediction concepts through a series of introductory levels (Fig. 4.2 and Table 4.1): puzzles that are always available, and can be completed by reaching a goal score. These levels teach the game’s tools and visualizations, and certain strategies.

4.2 Quest to the Natives

To verify that the visualizations and tools are sufficient to achieve native conformations, we ran a series of “Quest to the Native” puzzles in which the native conformation is provided as a guide within the puzzle (Figs. 4.3 and 4.4). We found that with this information players can use the available tools to consistently reach the native conformation. These puzzles also serve to familiarize players with the structural characteristics of native conformations. Puzzles mentioned in this work that are not Quest to the Natives.

4.3 CASP8 Experiments

CASP, the Critical Assessment of Techniques for Protein Structure Prediction, is a biannual experiment aimed at assessing the state of the art in protein structure prediction methods. It is based on a set of proteins whose structures have been experimentally determined but not yet publicly announced. During CASP, the organizers of the experiment release the sequences as targets for prediction. Teams then submit predictions to CASP for evaluation. More information about CASP can be found on its website [19]. CASP8 took place over the summer of 2008, and several structures generated by Foldit players were submitted to
<table>
<thead>
<tr>
<th>Number</th>
<th>Title</th>
<th>New concepts</th>
</tr>
</thead>
<tbody>
<tr>
<td>1-1</td>
<td>One Small Clash</td>
<td>Clashes; sidechain pull</td>
</tr>
<tr>
<td>1-2</td>
<td>Swing It Around</td>
<td>Camera controls</td>
</tr>
<tr>
<td>1-3</td>
<td>Hide the Hydrophobic</td>
<td>Exposed hydrophobics</td>
</tr>
<tr>
<td>1-4</td>
<td>Shake It Off</td>
<td>Shake</td>
</tr>
<tr>
<td>2-1</td>
<td>When Backbones Collide</td>
<td>Backbone pull</td>
</tr>
<tr>
<td>2-2</td>
<td>Close the Gap</td>
<td>Guide; wiggle all</td>
</tr>
<tr>
<td>2-3</td>
<td>Twin Pack</td>
<td>Voids</td>
</tr>
<tr>
<td>2-4</td>
<td>Triple Packed</td>
<td>Freeze</td>
</tr>
<tr>
<td>3-1</td>
<td>Sheets Together</td>
<td>Hydrogen bonds</td>
</tr>
<tr>
<td>3-2</td>
<td>Lonely Sheets</td>
<td>Rubber bands</td>
</tr>
<tr>
<td>3-3</td>
<td>Sheets and Ladders</td>
<td></td>
</tr>
<tr>
<td>3-4</td>
<td>Lock and Lower</td>
<td></td>
</tr>
<tr>
<td>4-1</td>
<td>Turn It down</td>
<td>Tweak rotate</td>
</tr>
<tr>
<td>4-2</td>
<td>The Right Rotation</td>
<td></td>
</tr>
<tr>
<td>4-3</td>
<td>Flippin' Sheets</td>
<td>Tweak register shift</td>
</tr>
<tr>
<td>4-4</td>
<td>Rubber Band Reversal</td>
<td>Rebuild</td>
</tr>
<tr>
<td>4-5</td>
<td>Movin' Along</td>
<td>Rigid body moves</td>
</tr>
</tbody>
</table>

Table 4.1: Structure prediction introductory levels. Given are their order, name, and the main concepts introduced.
CASP8 as part of the Baker Lab team.

To prepare for CASP8, we ran several experiments on targets from CASP7, because the target structures were available, and thus we could evaluate players’ performance. This also highlights how we are able to use Foldit to determine how humans can be useful, and modify the game to take advantage of that.

We considered the types of targets released for CASP8 that would be appropriate for Foldit. We decided to focus on homology modeling, in particular refinement. Homology modeling can be used when a sequence with unknown structure is similar to a sequence with known structure. The known structure can be used as a template onto which the unknown structure can be threaded. The unknown structure can then be refined from that point to improve it. Refinement is known to be a challenging problem, as it is often difficult to move the template closer to the native structure [89].

The Baker Lab presented us with structures for our refinement experiments. We posted these structures as puzzles for Foldit, and compared the Rosetta energy and GDT-HA of the solution structures with the native structure. GDT-HA is a high quality metric for comparing protein structures that has been used by CASP assessors [70]. GDT-HA compares the corresponding carbon alphas of two structures; a residue’s carbon alpha is the atom on the backbone that connects to the sidechain. GDT-HA is the average of the percentage of carbon alphas that are closer than 0.5, 1.0, 2.0, 4.0, and 8.0 angstroms. Thus, if all carbon alphas are further apart than 8.0 angstroms, it would be 0, and if all are closer than 0.5 angstroms, it would be 100. A higher GDT-HA indicates closer structures, and since we are comparing to the native, better quality structures.

The first were puzzles were from CASP7 target T0308. The results of high scoring solutions can be seen in figures 4.5(a), 4.5(b), and 4.5(c). The PDB codes of their templates were 1r4a, 1e0s, and 1zd9, respectively. We observed that although players were improving the energy of the structures, they were actually making them worse in terms of quality.

In response to this, we added constraints to puzzles. The constraints we used apply a pairwise distance penalty term to carbon alphas. This prevented the players’ structures from straying too far from the puzzle structure. We then posted refinement structures with constraints provided by the Baker Lab for CASP7 T0308 and T0311. We observed that
with constraints, the solutions not only improved the energy of the structures but also the quality when compared to the solutions without constraints. We also compared the players’ solutions to T0308 to those generated by an automatic Rosetta relax protocol. We found that when compared to the relax protocol, the best player solutions were better in terms of both energy and quality. The results of the constrained experiments can be seen in figures 4.5(d) and 4.5(e). The PDB codes of their templates were 1r4a and 1y7y respectively. Note that although some of the structures generated by relax have good quality, they have poor energy, and thus would be difficult to find. Further, these protocols tend to converge after a certain point and running them longer leads to diminishing returns. These results show how we are able to experiment and modify the game to determine how players can be most useful.

Due to the positive results from our CASP7 experiments, we chose to make predictions for CASP8 targets with similar properties. For CASP8 targets, we ran several constrained puzzles and gave the Baker Lab access to player’s solutions. For comparison, structures were retrieved from ftp://iole.swmed.edu/pub/casp8/targetpdb/ after the close of CASP8. We compared the GDT-HA of these submissions with the automated server submissions from other teams. For target T0423, three of the Baker Lab’s five CASP8 submissions were solutions from Foldit. A histogram of the comparison can be seen in figure 4.6(a). For target T0389, three of the five submission were also solutions from Foldit, compared in figure 4.6(b).

Thus, by performing experiments, observing player’s solutions, and modifying Foldit appropriately, we were able to make contributions to the Baker lab’s CASP8 submissions. It is also interesting to note that the player’s solutions do substantially better than many of the automated servers, and in several cases were of higher quality than the structures produced by Rosetta alone.

4.4 Evaluation

To evaluate if players could use the current design of Foldit to find the solutions to unknown scientific problems, we made several entries into the CASP8 competition in 2008 [61]. CASP is a semi-annual competition of protein structure prediction methods [19]. Sequences (called
targets) whose structures are unpublished, but have or will soon be experimentally determined, are posted, and teams make their predictions of the native structure. This ensures that predictions are blind - no one entering the competition knows the solution to the problem. In CASP8, we participated primarily in homology modeling targets. The sequences of these targets (with unknown structure) are similar to sequences with known structures, and homology information from related structures can be useful for making predictions.

To prepare for CASP8, we ran several puzzles using homology targets from CASP7 in order to refine our methods. Because these targets were from the previous CASP, we had access to the native structures for evaluation. In the first CASP7 puzzles we ran, we found that the players would often find solutions further from the native than the puzzle’s starting structure. Moving away from the native is typical problem in homology modeling when refining structures. Consulting with biochemists, we decided to add scientist-defined penalty constraints to the scoring of the puzzles. These constraints integrated homology information from structures believed to be close to the native. The constraints affect the score function to penalize structures that move in less plausible ways. After running puzzles with these constraints, we found that players could improve on the quality of the starting structures.

Foldit player solutions were submitted for nine different CASP8 targets as part of the DBAKER team. For each target, several puzzles were run with various parameters and starting structures derived from homology information, in order to give the players a variety of places to start from in their search. The solutions from these puzzles, often numbering in the thousands, were aggregated and presented to the scientists. From this pool, the scientists selected submissions by a process of clustering the lowest energy structures, then selecting from those based on cluster size, energy, and visual inspection. This is similar to the process used to select automated prediction submissions from a large pool [68].

The resulting rankings are given in Table 4.2, for both the submissions that came from Foldit player solutions and the remaining DBAKER submissions that did not involve Foldit. It is worth pointing out that this ranking (by the GDT_TS metric [101]) is just one of many possible for CASP assessment; for all but one of these targets the majority of predictions from the DBAKER team involved Foldit, and the puzzle constraints placed significant limits
Table 4.2: Rankings of predictions in CASP8 from the DBAKER team for targets which included Foldit solutions. Rankings for the remaining DBAKER prediction, which did not use Foldit, are also given. Rankings were based on the GDT_TS metric [101].

<table>
<thead>
<tr>
<th>Target</th>
<th>Foldit rankings</th>
<th>Other DBAKER team rankings</th>
<th>Total entry count (all teams)</th>
</tr>
</thead>
<tbody>
<tr>
<td>TR389</td>
<td>3, 7, 21</td>
<td>4, 18</td>
<td>71</td>
</tr>
<tr>
<td>TR432</td>
<td>14, 37, 48</td>
<td>1, 8</td>
<td>83</td>
</tr>
<tr>
<td>TR453</td>
<td>23, 46, 69</td>
<td>28, 50</td>
<td>85</td>
</tr>
<tr>
<td>TR461</td>
<td>2, 12, 19</td>
<td>1, 26</td>
<td>83</td>
</tr>
<tr>
<td>TR469</td>
<td>2, 3, 45, 50</td>
<td>4</td>
<td>74</td>
</tr>
<tr>
<td>TR488</td>
<td>1, 3, 26</td>
<td>2, 18</td>
<td>77</td>
</tr>
<tr>
<td>TS423</td>
<td>12, 42, 43</td>
<td>2, 31</td>
<td>496</td>
</tr>
<tr>
<td>TS492</td>
<td>2, 96</td>
<td>1, 3, 448</td>
<td>527</td>
</tr>
<tr>
<td>TS499</td>
<td>59, 107</td>
<td>33, 455, 504</td>
<td>519</td>
</tr>
</tbody>
</table>

on what the players were able to do. However, we believe these results support the conclusion that the game has been designed in such a way that players can use it to solve scientific problems.

4.5 Rebuild and refine comparison

To evaluate players’ abilities to solve structure prediction problems, we posted a series of prediction puzzles. Puzzles in this series were blind, in the sense that neither the target protein nor homologous proteins had structures contained within publicly available databases for the duration of the puzzles. Detailed information for these 10 blind structures, including comparisons between the best scoring Foldit predictions and the best scoring Rosetta predictions using the rebuild and refine protocol [67], is given in Table 4.3. We found that Foldit players were particularly adept at solving puzzles requiring substantial backbone remodeling to bury exposed hydrophobic residues into the protein core (Fig. 4.7). When
a hydrophobic residue points outward into solvent, and no corresponding hole within the core is evident, stochastic Monte Carlo trajectories are unlikely to sample the coordinated backbone and sidechain shifts needed to properly bury the residue in the core. By adjusting the backbone to allow the exposed hydrophobic residue to pack properly in the core, players were able to solve these problems in a variety of blind scenarios including a register shift and a remodeled loop (Fig. 4.7a-b), a rotated helix (Fig. 4.7c), two remodeled loops (Fig. 4.7d), and a helix rotation and remodeled loop (Fig. 4.7e).

Players were also able to restructure beta sheets in order to improve hydrophobic burial and hydrogen bond quality. Automated methods have difficulty performing major protein restructuring operations to change beta sheet hydrogen-bond patterns, especially once the solution has settled in a local low-energy basin. Players were able to carry out these restructuring operations in such scenarios as strand swapping (Fig. 4.8) and register shifting (Fig. 4.7a). In one strand swap puzzle, Foldit players were able to get within 1.06 Å of the native, with the top scoring Foldit prediction being 1.36 Å away. A superposition between the starting Foldit puzzle, the top scoring Foldit solution, and model 1 of the native NMR structure 2kpo are shown in Fig. 4.8b. Rosetta’s rebuild and refine protocol, however, was unable to get within 2 Å of the native structure (Fig. 4.8a, yellow points). This example highlights a key difference between humans and computers. As shown in Fig. 4.8c, solving the strand swap problem required substantially unraveling the structure (Fig. 4.8c, right), with a corresponding unfavorable increase in energy (Fig. 4.8c, left). Players persisted with this reconfiguration despite the energy increase because they correctly recognized the swap could ultimately lead to lower energies. In contrast, while the Rosetta rebuild and refine protocol did sample some partially swapped conformations (Fig. 4.8a, leftmost yellow point), these were not retained in subsequent generations due to their relatively high energies, resulting in the top Rosetta prediction being further from the native than the starting structure (Fig. 4.9).

Human players are also able to distinguish which starting point will be most useful to them. Fig. 4.10 shows a case where players were given ten different Rosetta predictions to choose from. Players were able to identify the model closest to the native structure, and to improve it further. Given the same 10 starting models, the Rosetta rebuild and refine
<table>
<thead>
<tr>
<th>Puzzle ID</th>
<th>Foldit</th>
<th>Rebuild</th>
<th>Native</th>
<th>Method</th>
<th>Length</th>
<th>Figure(s)</th>
</tr>
</thead>
<tbody>
<tr>
<td>986875</td>
<td>1.4</td>
<td>4.5</td>
<td>2kpo</td>
<td>NMR</td>
<td>99</td>
<td>4.8, 4.9</td>
</tr>
<tr>
<td>986698</td>
<td>1.8</td>
<td>3.7</td>
<td>2kky</td>
<td>NMR</td>
<td>102</td>
<td>4.10</td>
</tr>
<tr>
<td>986836</td>
<td>5.7</td>
<td>6.6</td>
<td>3epu</td>
<td>X-ray</td>
<td>136</td>
<td>4.7c, 4.11d</td>
</tr>
<tr>
<td>987088</td>
<td>3.5</td>
<td>4.3</td>
<td>2kpt</td>
<td>NMR</td>
<td>116</td>
<td>4.7a-b, 4.11a-b</td>
</tr>
<tr>
<td>987162</td>
<td>4.5</td>
<td>5.2</td>
<td>3lur</td>
<td>X-ray</td>
<td>158</td>
<td>4.11c</td>
</tr>
<tr>
<td>987076</td>
<td>3.3</td>
<td>3.5</td>
<td>2kpm</td>
<td>NMR</td>
<td>81</td>
<td>4.7e, 4.9c</td>
</tr>
<tr>
<td>986629</td>
<td>3.5</td>
<td>3.3</td>
<td>2kk1</td>
<td>NMR</td>
<td>135</td>
<td>4.9b</td>
</tr>
<tr>
<td>987145</td>
<td>2.6</td>
<td>2.3</td>
<td>3nuf</td>
<td>X-ray</td>
<td>105</td>
<td>4.7d, 4.9a</td>
</tr>
<tr>
<td>986844</td>
<td>6.9</td>
<td>5.8</td>
<td>2ki0</td>
<td>NMR</td>
<td>36</td>
<td>4.15a</td>
</tr>
<tr>
<td>986961</td>
<td>10.6</td>
<td>5.7</td>
<td>2knr</td>
<td>NMR</td>
<td>118</td>
<td>4.15b</td>
</tr>
</tbody>
</table>

Table 4.3: A listing of all the Foldit puzzles run in the blind data set. A CA-RMSD comparison to the native is given between the best scoring model produced by Foldit players and the best scoring model produced by the Rosetta rebuild and refine protocol, given the same starting model(s). Solutions considerably better with one method than the other are indicated in bold. The solved structures (which were released after each puzzle ended) are represented by their PDB codes. Results from these Foldit puzzles can be accessed on the Foldit website by using the corresponding Foldit puzzle ID at http://fold.it/portal/node/ID. 2kky, 2kpt, 2kpm, 2kk1 and 2knr were taken from the CASD-NMR experiment [72]. 2kpo was provided by Nobuyasu and Rie Koga. 2ki0 and 3epu were found by searching for unreleased structures on the PDB website (http://www.rcsb.org/pdb/search/searchStatus.do). 3lur and 3nuf were provided by the JCSG. Figures containing results for each puzzle are provided in the last column.
protocol was unable to get as close to the native as the top scoring Foldit predictions.

Foldit players performed similarly to the Rosetta rebuild and refine protocol for three of the 10 blind puzzles (Fig. 4.11). They outperformed Rosetta on five of the puzzles (Figs. 4.8, 4.10, 4.9, and 4.12), including the two above cases where players performed significantly better. A larger set of successful solutions for similar, though non-blind, puzzles are described in Figs. 4.13, 4.14, and 4.15. For two of the 10 blind puzzles, the top Rosetta rebuild and refine prediction was numerically better than the Foldit solution (Table 4.3) but still basically incorrect (RMSD to native structure > 5.7 Å) (Fig. 4.16).

Despite the promising results described above, there still exists room for improvement. For one particularly difficult class of problems, players are only given an extended protein chain to start from. Although the Foldit tools are sufficient to reach the native conformation from this unfolded start (Fig. 4.3), players can have trouble reaching it from so far away (Fig. 4.16a). This indicates the need to find the right balance between humans and computational methods; players guided by visual cues perform better in resolving incorrect features in partially correct models than “blank slate” de novo folding of an extended featureless protein chain.

Table 4.4 gives the percentage of players who were able to successfully restructure select blind Foldit puzzles.

4.5.1 First strand swap example

Previous to posting the strand swap puzzle shown in Fig. 4.8, we had come across a Rosetta prediction that had incorrectly swapped two of the beta strands and subsequent calculations were unable to correctly swap them back. We posted this first strand swap puzzle (Fig. 4.14), expecting it to be a challenging puzzle. Indeed, beginning Foldit players were unable to fix the strand swap and never got within 3 Å of the native solution (cyan in Fig. 4.14c). We were pleasantly surprised to find that several Foldit players were able to correctly fix the strand swap, with Foldit solutions getting 1.1 Å from the native structure. The top scoring Foldit solution fixed the strand swap perfectly and got 1.3 Å from the native (Fig. 4.14d).
<table>
<thead>
<tr>
<th>Puzzle ID</th>
<th>Type of Restructuring Operation Scenario</th>
<th>% of players successful</th>
</tr>
</thead>
<tbody>
<tr>
<td>987088</td>
<td>Register shift (Fig. 4.7 a)</td>
<td>9%</td>
</tr>
<tr>
<td>987088</td>
<td>Remodeled loop (Fig. 4.7b)</td>
<td>7%</td>
</tr>
<tr>
<td>986836</td>
<td>Rotated helix (Fig. 4.7c)</td>
<td>19%</td>
</tr>
<tr>
<td>987145</td>
<td>Two remodeled loops (Fig. 4.7d)</td>
<td>5%</td>
</tr>
<tr>
<td>987076</td>
<td>Helix rotation and remodeled loop (Fig. 4.7e)</td>
<td>4%</td>
</tr>
<tr>
<td>986875</td>
<td>Strand swap (Fig. 4.8)</td>
<td>8%</td>
</tr>
</tbody>
</table>

Table 4.4: Percentages of players successful. For certain Foldit puzzles in the blind test set (Table 1), we identified specific scenarios that could be evaluated for success. We calculated the percentages of Foldit players (including beginners) who successfully fixed the problems in each of these puzzles.

Since we did not have an introductory level teaching Foldit players how to swap strands, we posted the same Rosetta prediction again as a Quest to the Native puzzle with the native conformation (Fig. 4.14a) provided as a guide within the puzzle. With this particular Quest to the Native (Fig. 4.4d) players were able to learn the necessary Foldit tools required to swap strands and most players were able to get close to the native.

4.5.2 Player contribution and expertise

Looking at the set of 208 Foldit puzzles run at the time of the rebuild and refine comparison (mostly non-blind), 95% of the score improvements on most puzzles are done by less than 10 people, the median number being 5 people and the mean 6. However, these players are different from puzzle to puzzle – e.g. there are 72 distinct top players over these puzzles and 262 distinct players counting the top 3. So while no more than perhaps half a thousand people have really driven Foldit (at least in the very restricted sense of improvements to the score), the expertise acquired in the game appears to be diversified, instead of concentrated with a few individuals. This is likely related to the significant variation in human strategies that are required to solve different puzzles. We also note that advancement towards the eventual best solution in each puzzle cannot be analyzed just on direct score improvement,
as the score does not consider many social aspects of the game. A false direction of one person may provide crucial insight to the eventual advancement of another person. Further formal analysis of collective expertise is required to fully understand this process. In addition, it is not the case that those players with little biochemistry experience are simply improving upon the solutions found by those with biochemistry expertise. In our survey of biochemistry background, we found that the top five responding soloists of all time (players that have reached top solutions without improving upon other players’ solutions) have no more than a high school level of biochemistry experience. It is also possible for players with no biochemistry experience to rise through the ranks. A new player with no biochemistry background, who joined in the middle of the rebuild and refine trial set presented in this work, was able to progress to be the third place soloist overall.

From the puzzles in this set, the average amount of time spent per player on non-blind prediction puzzles open to all players was roughly 155 minutes. For all Quest to the Native puzzles, that average was 216 minutes, and for blind puzzles, the average was 249. There is also a series of “Beginner” puzzles intended to ease the transition from the introductory levels to the open science puzzles, which only new players are allowed to compete in. The average time per player on these puzzles was 29 minutes. Thus it would appear that more experienced players spend more time per puzzle, and more time was spent on the blind puzzles than non-blind ones.

4.6 Alignment Tool and CASP9

Many real-world protein-modeling problems are amenable to comparative modeling starting from the structures of homologous proteins. To make use of homology modeling techniques in Foldit, we introduced a new capability called the Alignment Tool, which allows players to manually move alignments and thread their sequence onto the structures of known homologs (Fig. 4.17a). Players are also able to carry out partial threading, which allows threading only a specific region from one template, rather than the entire template, making it possible to combine different regions from multiple templates into a single hybrid structure (Fig. 4.17b). Players can also load in previously saved Foldit player solutions as templates by using template loading, which allows partial threading and hybridizing with their previous
solutions.

Our aim was for Foldit players to use these new tools to solve real-world problems; the Critical Assessment of Techniques for Protein Structure Prediction (CASP) experiment was an ideal venue to test this. CASP is a biennial experiment of protein structure prediction methods where the amino-acid sequences of structures that are close to being experimentally determined – referred to as CASP targets – are posted for groups around the world to predict the native structure [19]. Each group taking part in CASP is allowed to submit five different predictions for each sequence. Foldit participated as an independent group during CASP9 and made predictions for the targets with fewer than 165 residues that the CASP organizers did not indicate as oligomeric. For targets with identifiable homologous protein structures – the Template Based Modeling category – Foldit players were given different alignments to templates predicted by the HHpred server [80] via the new Alignment Tool. Despite these new additions to the game, the performance of Foldit players over all CASP9 Template Based Modeling targets was not as good as the best performing methods, which made better use of information from homologous structures; extensive energy minimization by Foldit players perturbed peripheral portions of the chain away from the conformations present in homologs.

For prediction problems where there were no identifiable homologous protein structures – the CASP9 Free Modeling category – Foldit players were given the five Rosetta Server CASP9 submissions (which were publicly available to other prediction groups) as starting points, using the Alignment Tool. Here, all five starting models were available, allowing players to use partial threading to combine different features of the Rosetta models. In this Free Modeling category, some of the shortcomings of the Foldit predictions became clear. The main problem was a lack of diversity in the conformational space explored by Foldit players, because the starting models given to the players were already minimized with the same Rosetta energy function used by Foldit. This made it very difficult for Foldit players to get out of these local minima, and the only way for the players to improve their Foldit scores was to make very small changes ("tunneling" to the nearest local minimum) to the starting structures. However, this tunneling did lead to one of the most spectacular successes in the CASP9 experiment.
De novo structure prediction remains an exceptionally challenging problem, and very few predictions with atomic accuracy have been made in the history of the CASP experiment. For CASP9 target T0581, starting from an extended chain, the Rosetta Server, which carried out a large-scale search for the lowest-energy structure using computing power from Rosetta@home volunteers [73], produced a remarkably accurate model (Fig. 4.18a, compare red to blue). However, the server ranked this model fourth out of the five submissions. The Foldit Void Crushers group correctly selected this near-native model and further improved it by accurately moving the terminal helix, producing the best model for this target of any group, and one of the best overall predictions at CASP9 [45] (Fig. 4.18a, compare yellow and blue). Thus, in a situation where one model out of several is in a near-native conformation, Foldit players can recognize it and improve it to become the best model. Unfortunately, for the other Free Modeling targets, there were no similarly outstanding Rosetta Server starting models so Foldit players simply tunneled to the nearest incorrect local minima.

The CASP9 Refinement category provides groups with the best prediction made for selected targets, and challenges groups to improve them further. Foldit participated in the Refinement category for all non-oligomeric targets. Many refinement targets at CASP9 were models created using Rosetta, resulting in a similar “tunneling” problem as with the initial Free Modeling predictions. Using the lessons learned from those targets, we tried presenting problems in a way that encouraged Foldit players to make more dramatic changes to the starting models. Initially, a strict RMSD condition was applied on refinement puzzles: the Foldit score would not count unless the prediction was different enough from the starting refinement model. However, Foldit players found it difficult to improve upon the starting model while improving the score because the Rosetta models had already been minimized using the Rosetta energy function.

For the very last CASP9 refinement target, TR624, Foldit players struggled with this same problem; the starting model was Rosetta-optimized and very few players were able to satisfy the RMSD conditions while at the same time finding lower energies. Instead of imposing RMSD conditions, we decided to perturb the structure out of its energy minimum. We used the Alignment Tool to align the regions the CASP organizers identified as correct, and threaded the sequence onto the correctly aligned portions of the starting structure. The
unaligned portions were rebuilt randomly, initially with a poor energy, encouraging diversification of models in the incorrect regions, while maintaining the favorable interactions in regions known to be near-native. Using this modified model as a start to a new puzzle, Foldit players were able to sample closer to the native fold by rebuilding several incorrect loops (Fig. 4.18b, compare yellow and blue). The submitted top scoring Foldit prediction by the Void Crushers group for this puzzle also used the Alignment Tool to partially thread one of their previous solutions and was the best ranked model for the most difficult refinement challenge in CASP9, TR624 [53].

4.7 Solution of Crystal Structure

Following the failure of a wide range of attempts to solve the crystal structure of monomeric M-PMV retroviral protease by molecular replacement, we challenged players of the protein folding game Foldit to produce accurate models of the protein. Remarkably, Foldit players were able to generate models of sufficient quality for successful molecular replacement and subsequent structure determination. The refined structure provides new insights for design of anti-retroviral drugs.

The most important problem solved by Foldit players to date came after CASP9 and involves the M-PMV (Mason-Pfizer Monkey Virus) retroviral protease. Retroviral proteases (PR) play a critical role in viral maturation and proliferation and are the focus of intensive anti-viral drug development work [59]. All previously determined crystal structures of retroviral proteases show the biologically active homodimeric form [98]; prevention of PR dimerization has been proposed as a mechanism for disruption of PR activity [47] and a drug design avenue for antiretrovirals. The retroviral protease of M-PMV, an AIDS-causing monkey virus, crystallizes as a monomer, but despite the availability of several crystal forms researchers for over a decade have been unable to solve the structure by molecular replacement (MR) using either homodimer-derived models, or an NMR model of the protein monomer [91]. A recent approach using density- and energy-guided structure refinement [32] was also unsuccessful at determining a solution, despite a success rate of over 50% in cases where similarly good homologous template structures were available. Of the unsolved cases presented in ref. 12, this was the only one suitable (non-oligimeric, and of small
In a final attempt to solve the structure of M-PMV PR, and to determine if human intuition could succeed where automated methods had failed, we challenged Foldit players to build accurate models of M-PMV PR starting from the NMR coordinates (which had failed in MR tests). When the three week competition concluded, we screened the top-scoring Foldit models using Phaser [60] to determine whether any were of sufficient quality for MR. Remarkably, despite the complete failure of all previous approaches, several solutions by the Foldit team Contenders produced phase estimates that were good enough to allow a rapid solution of the crystal structure.

We provided Foldit players with the ten different NMR models which all scored poorly using Rosetta’s energy function so that players would not be trapped in local energy minima, and included all ten NMR models as templates in the Alignment Tool. The improvement in model accuracy by the Foldit Contenders group is illustrated in Fig. 4.19a. As game play progressed (x axis), model accuracy and suitability for MR, as assessed by the Phaser log-likelihood gain (LLG) (y axis) increased, with several notable jumps (arrows). Fig. 4.19b-d illustrates some of the breakthrough models produced by Foldit players. Foldit player spvincent (yellow) used partial threading with the Alignment Tool and quickly improved the starting NMR model (red) to have much better agreement with the afterwards determined crystal structure (blue). Another teammate, grabhorn, was able to improve spvincent’s model (magenta), particularly in the core of the protein, and mimi was able to generate an even more accurate model (green) by correctly tucking in the loop at the top left. The LLG of this model was high enough to allow its unambiguous identification as a likely MR solution among the vast number of Foldit models and standard autobuilding and structure refinement methods showed within hours that the solution was almost certainly correct.

Using the Foldit solution, the final refined structure was completed a few days later. Of particular interest in this monomeric retropepsin structure is the molecular surface that normally forms the dimer interface in homodimeric retroviral protease molecules. There is a considerable backbone rearrangement in this area in which a flap curls over the half-active site in the monomer (Fig. 4.20). Additionally, the N- and C-termini are totally disordered highlighting the absence of a dimerization interface. These features provide
exciting opportunities for retroviral drug design, including anti HIV drugs; compounds that
bind to the surface formed in the monomer but not the dimer should shift the equilibrium
in favor of the former, which is catalytically inactive.

4.8 Conclusion

This chapter has discussed the framework's application to the prediction of natural protein
structures. We have shown that game players, in certain cases, can predict structures
more accurately than computational methods and perform well against other methods in
worldwide competition. We have also shown that this framework has allowed the solution
of a previously unsolvable open problem in structural biochemistry.

In proof of concept tests, Foldit players were able to solve protein structure refinement
problems in which backbone rearrangement was necessary to achieve the burial of hydropho-
bic residues [23]. Foldit players have also performed well in specific refinement cases in CASP
competitions [24].

The critical role of Foldit players in the solution of the M-PMV PR structure shows the
power of online games to channel human intuition and three-dimensional pattern-matching
skills to solve challenging scientific problems [44]. While much attention has recently been
given to the potential of crowd sourcing and game playing, this is the first instance we are
aware of in which online gamers solved a specific longstanding scientific problem. These
results indicate the potential for integrating video games into the real world scientific ex-
perimental process: the ingenuity of game players is a formidable force that if properly
directed can likely help solve a wide range of scientific problems.
Figure 4.1: Foldit screenshot illustrating tools and visualizations. The visualizations include a clash representing atoms that are too close (arrow 1); a hydrogen bond (arrow 2); a hydrophobic sidechain with a yellow blob because it is exposed (arrow 3); a hydrophilic sidechain (arrow 4); and a segment of the backbone that is red due to high residue energy (arrow 5). The players can make modifications including bands (arrow 6), which add constraints to guide automated tools and freezing (arrow 7), which prevents degrees of freedom from changing. The GUI includes information about the player’s current status, including score (arrow 8); a leaderboard (arrow 9), which shows the scores of other players and groups; toolbars for accessing tools and options (arrow 10); chat for interacting with other players (arrow 11); and a cookbook for making new automated tools or recipes (arrow 12).
Figure 4.2: Introductory levels. (a) A screenshot of a Foldit introductory level. The levels are designed to teach players the basic concepts of protein folding. Each level is completed once a goal score is reached and the player then moves to the next level. In this level, the player is meant to bury the exposed hydrophobics in the voids that have appeared in the protein's core. Text bubbles appear to guide the player, give hints, and draw their attention to areas of interest. (b) Completion statistics for each introductory level, accumulated over one week. Each bar shows the percentage of new players who played any level, who also completed the given level. Players do not complete levels due to their difficulty, or because they decide to go directly to the scientific challenge puzzles.
Figure 4.3: Quest to the Native extended chain. Quest to the Native results starting from an extended chain conformation, showing that the tools in Foldit are sufficient to reach the native state. This “freestyle” Quest to the Native puzzle started as an extended chain, with the native shown as a guide. (a) RMSD plot of the Foldit player solutions for puzzle 986837, with the zoomed in box showing that the top scoring Foldit solution got within 1.183 Å of the native. (b) Superposition of the top scoring Foldit solution (in magenta) with model 1 of the native NMR structure 2kk1 (in blue). The starting extended chain conformation is also shown.
Figure 4.4: Quest to the Native puzzles. (a) A screenshot of a competition puzzle from the Quest to the Native series. These puzzles come with a transparent guide showing the native structure, which allows players to practice using the Foldit tools to match natives. (b) Superposition of the top scoring Foldit solution (in red) with the native structure 1thx (in blue) and the starting Foldit puzzle (in red). (c) RMSD plot of the Foldit player solutions (in green) for puzzle 986269, with the starting Foldit puzzle shown as the black dot. (d) RMSD plot of the Foldit player solutions (in green) for Quest to the Native puzzle 986597 that was based on the first strand swap Foldit puzzle (Fig. 4.11). Only 9% of all Foldit players correctly swapped the strands in puzzle 986452, so we re-released the starting Rosetta model as a Quest to the Native puzzle with the solved native structure as a guide. This Quest to the Native puzzle allowed us to teach Foldit players of all levels how to swap strands as we did not have an intro puzzle explaining this type of move; we had previously never come across such a case in Foldit. The starting Foldit puzzle is shown as the black dot. This puzzle was used to teach Foldit players the tools necessary to swap strands.
Figure 4.5: Score and GDT-HA comparison for CASP7 puzzles. A higher GDT-HA indicates a higher quality structure. (a), (b), and (c) are for T0308 with no constraints. (d) is for T0308 with constraints; structures generated by the Rosetta relax protocol are also shown. (e) is for T0311 with constraints. The puzzles with constraints produced higher quality solutions.
Figure 4.6: GDT-HA histograms for CASP8 puzzles The histograms compare predictions from automated servers, Rosetta, and Foldit players. The whole range of the servers’ GDT-HA is not shown. (a) is for T0423; the GDT-HA for the servers ranged from 5.2 to 78.4. (b) is for T0389; the GDT-HA for the servers ranged from 6.9 to 61.6. The player solutions compare favorably with the other predictions.
Figure 4.7: Structure prediction problems solved by Foldit players. Examples of blind structure prediction problems in which players were successfully able to improve structures. Native structures are shown in blue, starting puzzles in red, and top scoring Foldit predictions in green. (a) The red starting puzzle had a register shift and the top scoring green Foldit prediction correctly flips and slides the beta strand. (b) On the same structure as above, Foldit players correctly buried an exposed isoleucine in the loop on the bottom right by remodeling the loop backbone. (c) The top scoring Foldit prediction correctly rotated an entire helix that was misplaced in the starting puzzle. (d) The starting puzzle had an exposed isoleucine and phenylalanine on the top, as well as an exposed valine on the bottom left. The top scoring Foldit prediction was able to correctly bury these exposed hydrophobic residues. (e) Another successful Foldit helix rotation that correctly buries an exposed Phenylalanine. Images were produced using PyMOL software [31].
Figure 4.8: Human predictors outperform the Rosetta rebuild and refine protocol by strand swap. The puzzle shown is 986875. (a) Comparison of Foldit player solutions (green) to the low energy structures sampled in Rosetta rebuild and refine trajectories (yellow) for blind Foldit puzzle 986875 based on the recently determined structure and sequence of 2kpo. The x-axis is the all-atom RMSD to 2kpo, and the y-axis is the Rosetta energy. The starting Foldit puzzle was 4.28 Å away from the native structure (shown by the black dot on the plot); Foldit players sampled many different conformations, with the top scoring submission (the lowest scoring Rosetta energy) 1.4 Å away from the native, while the automated Rosetta protocol did not sample below 2 Å. The blue dots and lines correspond to the trajectory of a single Foldit player in c. (b) Superposition of the top-scoring Foldit prediction in green with the experimentally determined NMR model 1 in blue. The starting puzzle is in red, where the terminal strand is incorrectly swapped with its neighbor, 8% of all Foldit players were able to correctly swap these strands (Table 4.4). (c) A score trajectory with selected structures for the top scoring player in puzzle 986875 over a two hour window, showing how the player explores through high energy conformations to reach the native state. The y-axis is the Rosetta energy and the x-axis is the elapsed time in hours. The starting structure had a Rosetta energy of -243. Each point in the plot represents a solution produced by this player. The first structure (c1) is near the starting puzzle structure, shown as the black dot in a. The following structures (c2-6) are shown as blue dots in plot a. In structures c2-4 the player must explore higher energies to move the strand into place, shown by the blue lines. In structures c5-6 the player refines the strand pairing.
Figure 4.9: Strand swap case where Foldit players outperform Rosetta (blind trial). Comparing Foldit players to Rosetta rebuild and refine. (a) This is a zoomed in version of the full-atom RMSD plot shown in Fig. 4.8a. The starting Foldit puzzle was 4.28 Å away from the native structure (shown by the black dot on the plot). This is a comparison of Foldit player solutions (green) to the low energy structures sampled in Rosetta rebuild and refine trajectories (yellow) for blind Foldit puzzle 986875 based on the recently determined structure and sequence of 2kpo. The best scoring Foldit prediction was 1.4 Å away from the native, while the best scoring Rosetta rebuild and refine prediction was 4.5 Å away. (b) The native structure is shown in blue with the starting Foldit puzzle in red and the top scoring Foldit prediction shown in green. The best scoring Rosetta rebuild and refine prediction given the same starting model (shown in yellow) was unable to fix the strand swap.
Figure 4.10: Human predictors outperform the Rosetta rebuild and refine protocol by model selection. The puzzle shown is 986698. (a) Comparison of Foldit player solutions (green) to the low energy structures sampled in Rosetta rebuild and refine trajectories (yellow) for blind Foldit puzzle 986698 based on the recently determined structure and sequence of 2kky. Foldit players were able to get the best Foldit score by correctly picking from multiple alternative starting Rosetta models (black) the model that was closest to the native structure. (b) The native structure is shown in blue with the top scoring Foldit prediction shown in green. The top Rosetta rebuild and refine prediction given the same 10 starting models (shown in yellow) was unable to sample as close to the native as the Foldit players.
Figure 4.11: Foldit players performing similarly to Rosetta (blind trials). Comparing Foldit players to Rosetta rebuild and refine. Native structures are shown in blue. The top scoring Foldit predictions are shown in green. The best scoring Rosetta rebuild and refine predictions given the same starting model are shown in yellow. (a) This is the same puzzle as in Fig. 4.7d. The best scoring Foldit and Rosetta predictions were able to correctly bury the hydrophobic residues. (b) Both the best scoring Foldit and Rosetta predictions had trouble with the loops and ends of the helices in puzzle 986629. (c) This is the same puzzle as in Fig. 4.7e. The best scoring Foldit and Rosetta predictions were able to correctly rotate the helix and bury the exposed Phenylalanine.
Figure 4.12: Foldit players outperforming Rosetta (blind trials). Comparing Foldit players to Rosetta rebuild and refine. Native structures are shown in blue. The top scoring Foldit predictions are shown in green. The best scoring Rosetta rebuild and refine predictions given the same starting model are shown in yellow. (a) This is the same puzzle as in Fig. 4.7a. The best scoring Foldit and Rosetta predictions both correctly fixed the register shift, but the best scoring Foldit prediction got it closer to the native. (b) This is the same puzzle as in Fig. 4.7b. Both predictions correctly buried the exposed isoleucine in the bottom right, but the best scoring Foldit prediction remodeled the loop more accurately. (c) The best scoring Foldit prediction for puzzle 987162 was able to place the helices and loops on the left side of the protein better than the best scoring Rosetta rebuild and refine prediction. (d) This is the same puzzle as in Fig. 4.7c. Both predictions correctly rotated the helix on the top left, but the best scoring Rosetta rebuild and refine prediction was unable to keep the bottom right helix in its proper place.
Figure 4.13: Additional hydrophobic burial puzzles (*non-blind trials*). Different hydrophobic examples. Native structures are shown in blue. Starting Foldit puzzles are shown in red. Foldit predictions are shown in green. (a) The right helix shows a successful helix rotation, but the helix on the left was not rotated far enough. (b) The entire red loop was correctly rebuilt to bury the leucine. (c) The exposed tryptophan was successfully buried. (d) The starting puzzle had a register shift and the Foldit prediction was able to flip and slide the beta strand. (e) This puzzle contained an exposed leucine between two helices as well as a register shift. The Foldit prediction was able to retrieve both native conformations.
Figure 4.14: First strand swap puzzle (*non-blind trial*). The first strand swap Foldit puzzle, 986452, where Foldit players were able to outperform Rosetta’s best automated method, rebuild and refine. (a) The solved native structure, 2hsh. (b) A Rosetta prediction which incorrectly swapped the cyan and yellow strands, this model was used as the starting model for Foldit puzzle 986452. (c) RMSD plot showing the starting Foldit puzzle (the black dot), Rosetta rebuild and refine predictions given the same starting model (in magenta), Foldit beginner predictions (in cyan), all Foldit predictions (in green), and relaxed natives in blue. (d) Superposition between the native in blue and the best scoring Foldit prediction in green. Unlike Rosetta, the top scoring Foldit players were able to correctly swap the strands.
Figure 4.15: Additional successful Foldit puzzles (non-blind trials). More successful Foldit predictions. (a) RMSD plot for Foldit puzzle 985988. Starting puzzle shown as red dot. Relaxed natives are shown as blue cloud. Rosetta’s rebuild and refine predictions are shown in yellow (note that the lowest scoring Rosetta predictions are over 3 Å away from the native structure). Foldit predictions are shown in green. (b) Top scoring Foldit prediction for Foldit puzzle 985988 (lowest green point in a). The native is shown in blue, the starting puzzle in red, and the best scoring Foldit prediction is shown in green. The very difficult region on the right of the protein, where the starting puzzle has two helices that are connected by a short loop, was completely rebuilt by this Foldit player and is very close to the native. (c) Top scoring Foldit prediction for Foldit puzzle 986127 (lowest green point in d). The native is shown in blue, the starting puzzle in red, and the top scoring Foldit prediction is shown in green. The C-terminus at the top of the protein, which was incorrectly placed in the starting Rosetta model (on the right in red), was correctly moved by this Foldit player and is very close to the native. (d) RMSD plot for Foldit puzzle 986127. Starting puzzle shown as red dot. Relaxed natives are shown as blue cloud. Rosetta’s rebuild and refine predictions are shown in yellow (note that the lowest scoring Rosetta predictions are over 6 Å away from the native structure). Foldit beginner predictions are shown in cyan with all Foldit predictions in green.
Figure 4.16: Rosetta outperforming Foldit players (*blind trials*). Comparing Foldit players to Rosetta rebuild and refine. Native structures are shown in blue. Starting Foldit puzzles are shown in red. The best scoring Foldit predictions are shown in green. The best scoring Rosetta rebuild and refine predictions given the same starting model are shown in yellow. (a) “Freestyle” puzzle 986844 started as an extended chain (shown in red) and the top scoring Foldit solution was unable to capture the native fold. Rosetta rebuild and refine’s best scoring solution had trouble with the termini, but was able to correctly fold the helix. (b) The starting structure for puzzle 986961 (shown in red) was the final CASD prediction submitted by the Baker group for CASD target AtT13, built using CS-Rosetta [79]. The best scoring Foldit prediction used the C-terminus to form a strand, similar to the starting structure. Rosetta rebuild and refine’s best scoring solution was able to correctly move the C-terminal end to the other side of the helix.
Figure 4.17: Screenshots of the Foldit Alignment Tool The Alignment Tool allows Foldit players to load in different templates and manually move alignments. Players are then able to thread their sequence onto the structures of these known homologs. (a) When a template is selected, the aligned regions are represented as cylinders in the game while any unaligned regions are shown as spheres connected by lines; these graphical representations change in real time as players select residues and move the alignments around in the Alignment Tool. (b) During CASP9 Foldit players requested the ability to thread only a specific region from one template so partial threading was added to the Alignment Tool; this allows players to combine different regions from multiple templates into one hybrid model.
Figure 4.18: Successful CASP9 predictions by the Void Crushers Foldit group. (a) Starting from the fourth ranked Rosetta Server model (red) for CASP9 target T0581, members of the Void Crushers Foldit group (yellow) were able to bring it closer to the later determined crystal structure (blue). This model was the best-ranked prediction made by any CASP9 group for Free Modeling target T0581. (b) Starting from a modified Rosetta model built using the Alignment Tool (red), members of the Void Crushers Foldit group generated a model (yellow) considerably closer to the later determined crystal structure (blue). This was the best-ranked prediction made by any CASP9 group for refinement target TR624.
Figure 4.19: M-PMV retroviral protease structure improvement by the Contenders Foldit group. (a) Progress of structure refinement over the first 16 days of game play. The x-axis shows progression in time, while the y-axis shows the Phaser log-likelihood (LLG) of each model in a near-native orientation. To identify a solution as correct by molecular replacement using Phaser, the model must have an LLG better than the best random models. The distribution of these best random predictions is indicated by the intensity of the pale blue band. (Because almost all the models are too poor to allow correct placement in the unit cell, Phaser LLGs are calculated after optimal superposition of each model onto the solved crystal structure and rigid-body optimization.) (b) Starting from a quite inaccurate NMR model (red), spvincent generated a model (yellow) considerably more similar to the later determined crystal structure (blue) in the beta-strand region. (c) grabhorn generated a model (magenta) considerably closer to the crystal structure than spvincent's model. (d) mimi generated a model (green) still more accurate (in the loop region at the top left) that provided an unambiguous molecular replacement solution which allowed rapid determination of the ultimate crystal structure (blue).
Figure 4.20: CPK representation of retropepsin surface. (a) The surface of HIV-1 PR protomer extracted from the dimeric molecule (PDB 3hvp), as seen from the direction of the removed dimerization partner. (b) M-PMV PR monomer shown in the same orientation and scale. In this view, the N- and C-termini (missing in M-PMV PR) are at the bottom and the flap loops are at the top. The active-site cavity (ASC) is clearly seen between the flap and the body of the HIV-1 PR molecule. In M-PMV PR the cavity is completely covered by the curled flap.
Chapter 5

PROTEIN DESIGN

5.1 Introduction

This chapter discusses applying the framework to take advantage of player creativity to design proteins. These designed proteins do not exist in nature and can be experimentally tested for effectiveness. The creativity of players is useful for coming up with structures that are both novel and effective. The structures produced by gameplay can aid in the successful synthesis of designs that are more effective than previous structures.

The design of novel biological molecules can lead to cures for diseases, more efficient biofuels, and a better understanding of living organisms. The design of such complex biochemical molecules such as proteins is a challenging problem. However, these problems are primarily structural in nature; they depend on the spatial relationships between the atoms involved and how they interact. Thus, we believe that there is the potential for anyone can make a contribution to these problems using innate spatial reasoning ability. We discuss Foldit, an online game that allows players to compete by folding proteins, and the iterative approach we took to add protein design into the Foldit framework. In order to solve real biochemistry problems using a video game, we took an iterative approach to creating the tools and visualizations necessary for protein design in Foldit by starting with protein design scientists and improving the game based on their feedback. Once Foldit design features were released we incorporated the results that came back from the players into this iterative loop.

In our approach, we allow players to design novel structures through the game and evaluate the results both computationally and experimentally. We discuss early results for two cases of protein design: redesigning a protein’s central core to improve stability, and redesigning a protein’s exterior regions to improve binding of a small molecule. In both cases iteration allowed us to improve the initial results. Iterative approaches have been
used for protein design automation [28]; however, we are iterating in a process with video game players helping to provide the designs.

In spite of its difficulty, protein design offers many benefits to society. Proteins can be vaccines and inhibitors against disease, enzymes to catalyze useful reactions, and DNA manipulators. Coming up with new designs is often a combination of massive computational resources and scientists’ input. The human aspect of this problem is essential: scientists must use their knowledge and spatial reasoning ability for design to be successful. As these design problems involve the interactions between biochemical structures, spatial reasoning is used to determine the three-dimensional relationships of the novel protein. We believe that because all humans have an innate spatial reasoning ability, there is potential for anyone to reason about the structures contained in design problems. However, those without biological training will not have the knowledge of scientists. Instead, we will leverage scientists’ knowledge and use that to shape the rules of a game, in order to lead those without training to successful designs.

5.2 Framework Extension

5.2.1 Foldit

Foldit’s initial development was focused on protein structure prediction - players would try to find the structure of naturally occurring proteins. To allow players to design novel proteins, new interactions needed to be added. Foldit’s interface is designed around different modes, so a new “Design Mode” was added, in which interactions relevant to design could take place. In this mode, players can manually mutate between individual amino acids, by selecting one from a pie menu Fig. 5.4, effectively changing the sequence of the protein. Players can also manually insert or delete amino acids, changing the length of the protein and its sequence. Players are also given the ability to allow the computer to automatically select the best scoring amino acids where they choose. On top of this, the original prediction based interactions and optimizations remain present, so players can search for the best scoring structure for the new sequence.

Puzzles required new parameters for design in order to constrain what types of design
could occur, in order to make the results relevant to the problem at hand. As not every amino acid can always be mutated, a puzzle can specify which amino acids can and cannot change from the starting structure. Further, puzzles can specify where amino acids can be inserted and deleted, and what the minimum and maximum length of the sequence can be. Areas than can be designed appear brighter than the surrounding ones. Also, some areas can be locked by the puzzle, preventing their degrees of freedom from changing. The purpose of this is twofold: on one hand, it prevents regions of the protein whose structure is critical to maintain from being modified, and on the other, focuses players’ attention on the regions where their changes will be the most useful. Such locked areas appear grayed out.

5.2.2 Iteration Strategy

Our basic iterative approach is as follows. First, a puzzle’s parameters are set, and the puzzle is posted. Once the puzzle is closed, the resulting player designed structures are gathered and evaluated. This evaluation could take a variety of forms. Using the information received from the evaluation, the parameters for a new puzzle can be set to improve the results or try a different approach. This may involve anything from adjusting constants to adding new features to the game itself. The process can be repeated until satisfactory results are gained. An overview of the process is given in Fig. 5.1.
The first steps are to set the initial puzzle parameters and run the puzzle. These would be decided on by the scientist whose problem was to be used in the puzzle. There is some goal that is desired to be achieved by the results of the puzzle, for example, the protein should become more stable, or it should bind another molecule more tightly. The parameters should be set with this in mind. As mentioned previously, puzzles typically run for about a week, although more that one puzzle may be online at a time. We have heuristically found this to be a reasonable length of time for puzzles to run, however, further analysis could determine a better length.

The next step is to evaluate the solutions. Given the large number of raw structures that can be generated, and the fact that resources for evaluation (such as scientist time or wetlab equipment) may be limited, it is necessary to reduce the these to a manageable number. We have found some methods of sorting and filtering solutions to be generally useful. We sort the solutions by their overall score, then go through the solutions in order filtering many out. First, we filter by sequence; discarding solutions whose sequence has been seen before with better score. Second, we filter by structure, discarding solutions whose structures are very similar to higher scoring structures; we do this by ordering the structures by score, then proceeding to filter out any structures too close to a higher scoring structure. Rather than filtering, it may also be useful to cluster solutions based on structure; however, we have found the filtering approach to work as it is fast and flexible. Methods of sorting and filtering specific to each puzzle are also useful. The remaining solutions can then be evaluated more closely. The purpose of this evaluation is to determine if the solutions have achieved the initial goal set out in the puzzle. The evaluation could be carried out in a number of different ways, from qualitative examination by a scientist, to computational verification, to experimental synthesis.

Next, the results are analyzed. In analyzing the results, we wish to determine why the goal was or was not met. We have found that often the goal is not met due to a puzzle’s parameters being too open; that is, the players are able to change from the starting structure too much. Often a designer will look at solutions and see that the players have made some change that is not acceptable to the design’s goals because there were implicit constraints on the design that were not enforced by the puzzle’s parameters.
With the results of the analysis, new parameters for the puzzle are chosen. The new puzzle can then be run and the process repeated.

### 5.3 Science Transfer

Several modifications needed to be made to the base tools and visualizations to support protein design. We needed to have finer grained control over which parts of the protein could be changed to map design problems into the game and focus player effort where it would be most useful. We needed to prevent certain regions of the protein from changing, and also specify which regions were and were not designable. We also needed to give players the tools necessary to make design-related changes to the protein.

#### 5.3.1 Visualizations

We made changes to the visualization of the protein to communicate to the players the different properties of the protein with respect to how they could change it, shown in Fig. 5.2. Designable regions, where it was possible to change amino acid or insert or remove residues, are shown brighter, to draw attention to them. Locked regions, which could not be changed at all, are faded out to make them less noticeable. The remaining regions, which behave as they normally would in a prediction puzzle, look the same. Unfortunately, it is not possible to indicate designability by just recoloring the sidechain, as glycine could not be seen without the addition of some geometry; we had also initially tried to recolor sidechains that could be designed as green, this however obscured the hydrophobicity coloring.

Another aspect of visualization that is particularly important for protein design is hydrogen bonding. The creation of hydrogen bonds to stabilize structures is often critical to protein design. For prediction puzzles, we only showed hydrogen bonds when they connected sheets, showed all hydrogen bonds the same thickness, and did not show donor or acceptor atoms (which can create hydrogen bonds).

Changes in hydrogen bonds, which were motivated by protein design, are shown in Fig. 5.3. For design puzzles, we added extra view options that allowed all hydrogen bonds to be shown, based on if they are connected to sheets, helices, loops, or non-protein structures.
Similarly there are options to show donor and acceptor atoms to help in the creation of hydrogen bonds. The strength of each hydrogen bond is shown in its thickness.

5.3.2 Tools

The primary new tool to allow design in puzzle was to allow players to change amino acids on a protein. This was accomplished through the addition of a new Design Mode. When in design mode, left clicking the protein will bring up the mutate menu. This menu went through redesigns before being released, show in Fig. 5.4. Initially, it was a simple slider with amino acid names. This design was refined over time. The final design has many
improvements: the pie menu has pictures to show the geometry and atomic properties of each amino acid; the amino acids are separated into two rings for hydrophobics and hydrophilics; as the menu is large, there is an opening in the middle to see the selected residue through and the menu will fade out when the mouse is not over it.

Right clicking brings up a simple pie menu for adding or deleting residues.

We added an Auto Mutate tool, similar to the Shake tool, which repacks but also redesigns residues. When we initially implemented the tool, we simply allowed residues to be designed. However, running this on the entire protein at once proved to be too slow due to the combinatorial nature or designing. We therefore changed the algorithm to repack and redesign smaller neighborhoods of the protein iteratively. This allows the player to see partial results and also to cancel the optimization early.

At this point we also added specific tools for running Wiggle on sidechains and backbone independently.
Figure 5.4: Example of the refinement of a tool: the mutation menu. (a) The first iteration was simply a slider that allowed the player to choose an amino acid. (b) The current version is a pie menu.

5.3.3 Conditions

In order to ensure that player designs had specific desirable properties, we added *conditions* to the game. Conditions represent qualifications that a player’s solution needs to meet before it will receive credit and register on the leaderboard.

Conditions are general and can vary from puzzle to puzzle as needed. For example, they may be limiting the number of mutations, requiring specific atoms to hydrogen bond, or limiting how much a structure can move from its starting configuration.

5.4 Introductory Levels

In order to introduce the new concepts relevant to design, we added several new introductory levels. See Fig. 5.5 for an example. These levels are only reachable after completing the basic prediction levels, so that players who reach them are somewhat familiar with the protein manipulation tools in Foldit before beginning design. Later, we added levels to further introduce ligand-related concepts. Information about the design levels can be found in Table 5.1.
Examples

5.5.1 Fibronectin

The purpose of the fibronectin puzzle series was to allow players to redesign the core of the protein to improve stability. Fibronectin has been used as a scaffold for protein design, with the potential for hosting antibody loops [64]. These puzzles were based on the structure of the 10th domain of fibronectin found in PDB structure 1FNF, which is composed only of sheets (and loops). A number of loops on the structure are generally modified for binding, and it has been reported that some of these loops are structurally important to the stability of the fibronectin. If the core of the fibronectin could be better stabilized on its own, the molecule could then tolerate more changes in the binding loops, thus uncoupling these important loops from the rest of the protein. By uncoupling these loops, it would be easier to experiment with different loop mutations, allowing for more diverse experimental selection of binders.

The first puzzle posted in the series was 178: Core and Tail Design (ID 986568). The puzzle was setup to allow players to mutate in the core of the protein while allowing the parts of the backbone that were not part of the binding loops to move as well. One end of the protein could be extended by several residues, but we found that but most players did not alter the length. In modeling the interactions between the residues, this puzzle
used a set of weights for the energy function terms derived specifically for all-beta proteins [41] with a reduced repulsive term. This setup allows players to sample different sequences that can achieve higher packing density in the core. The original sequence in the core was also substituted with alanines so that the player solutions were not influenced by the native core; any potential biases towards the native sequence is encoded in the backbone geometry alone. This bias encoded by the native scaffold was further reduced by allowing the backbone torsional angles to change by the players.

Upon completion of the first puzzle, we filtered the results by rescoring the models against the standard forcefield used for Rosetta prediction and the void volume metric that measures packing in the core [78]. We found that players packed the core with significantly higher number of aromatic amino acids than the native. To adjust for clashes introduced when using the weights derived from fixed backbone structures on flexible backbone designs, we sorted the models on the two measures described above and picked candidates for experimental testing if they ranked highly in both measures. One design was selected for experimental testing, shown in Fig. 5.6a. Although it also had an abundance of aromatic amino acids when compared to the wildtype, it was well-packed and not clashing. It scored reasonably well, and that meant the extra atoms from mutating residues to aromatic amino acids were making favorable contacts.
Figure 5.6: Player fibronectin designs. (a) The player design from the first round fibronectin puzzle that was tested in the wetlab is shown in blue. The native 1FNF structure given to as a starting fibronectin scaffold players for fibronectin design puzzles, shown in red for comparison. Amino acids which could be mutated are shown in more detail. (b) Individual amino acid point mutations from the second round shown on one structure, in blue. Starting scaffold shown in red for comparison.

To verify the feasibility of the most promising structure, we ran two massive prediction runs on Rosetta@home, one with the designed sequence, and one with the native sequence as a control. The results are shown in Fig. 5.7. Given that the designed sequence folded in the prediction runs, we went forward with synthesizing the sequence in the wetlab. Although computationally validated, it turned out that this design was not experimentally soluble – likely due to the number of aromatic residues put in the core. Although the residues are relatively neutral for their presence on beta-sheet structures, the design might have become overly insoluble such that its folding kinetics were disrupted by molecules aggregating in solution.

To celebrate the first player-designed structure to be tested in the wetlab, a trophy was donated to the designing player by 3D Molecular Designs [1]. The trophy is shown in Fig. 5.8.

With this information, we posted another puzzle, 223: Core and Tail Design 2 (ID 987028). To address this issues from the previous puzzle’s designs, we reduced the degrees
Figure 5.7: Computational verification of the fibronectin design. The player designed Foldit sequence produces an energy landscape similar to the native sequence.

of freedom players could sample by (1) restricting the backbone to their starting position with a harmonic potential, (2) scoring the puzzle with the standard Rosetta parameters instead of the one with reduced repulsive forces, (3) constraining the sequence space to only allow mutations to amino acids observed for this particular fold at a significant level, and (4) disallowing extension of the end of the protein. We still presented the starting structure with an alanine only core. The puzzle was set up to test the various constraints we can applied to the puzzle, and observe responses from designs generated by players. We expected to have designs that are more native-like and thus will still be soluble when produced in the wetlab. Since sequences were still allowed to drift away from the native if a better alternative can be found, more stable sequences could still be designed.

We again filtered the results of the puzzle. Looking at the top designs, the changes made were much more conservative, changing only a few residues from native per design, shown in Fig. 5.6b. Due to this fact, we searched the literature to see if similar mutations had been made. We found that similar mutations had been previously tested [26] and thus decided that it was not necessary to experimentally test the player designs.
5.5.2 Diels-Alder

The purpose of this series of puzzles was to redesign surface loops of a computationally designed enzyme in order to improve the molecular contacts between the protein and the small molecule it had been designed to bind. The enzyme of interest in this case was designed to bind two independent small molecules and catalyze the formation of a carbon-carbon bond between them in a chemical process known as the “Diels-Alder” reaction. The Diels-Alder reaction is a cornerstone in organic synthesis (it was awarded the 1950 Nobel Prize in Chemistry), but to date no naturally occurring enzyme has been proven to catalyze a biomolecular Diels-Alder reaction. Unfortunately, while showing significant Diels-Alderase activity, the relative catalytic efficiency of this enzyme is approx 10000-fold lower than what is commonly observed for enzymes found in nature. In order to improve this enzyme further we believe additional contacts need to be made to the small molecules the enzyme is binding. Additional contacts with the small molecules will potentially allow this enzyme to stabilize the “transition state” of the reaction, resulting in enhanced catalysis.

In this case, the scientists were using a custom built version of the Foldit game that allowed them to load their work into the game. The scientists are able to use all the same intuitive tools as players for their work, and when desired, they can post what they are
working on as a puzzle for Foldit players. This can help the scientists to get new ideas for structures, narrow down the range of structures to consider for testing, or confirm the feasibility of certain structures. Upon receiving solutions from the players, the scientists can then analyze player-created structures and resume work with this new data. For this Diels-Alder experimentation cycle all design work was done in Foldit, either by scientists in their custom version of the game or by players in the standard version.

We integrated Foldit and the players into the cycle of computational design and experimental testing, running several iterations of combined scientist and player computational design, validated by experimental enzyme assays.

In order to introduce new contacts we have decided to borrow some tricks from nature. When naturally occurring enzymes alter binding it is often done through the modification of surface loops that interact with the small molecule. Therefore we decided to try and engineer surface loops in order to introduce additional protein-ligand (in this case the ligand is the two small molecules the enzyme is binding) contacts. To engineer the surface loops we used the Foldit interface and an interactive player-scientist refinement cycle. For the first puzzle that was released we allowed the ligand to move in addition to several surface loops, but we kept the core of the protein fixed in space. Players were then encouraged to modify the loops that had been allowed to move in order to “cover the ligand”. Upon review of the first round of solutions from the game 192: Cover the Ligand (ID 986712), we found that many players had not only altered the loops, but had moved the ligand into physically unrealistic positions and conformations. Therefore we decided to release a second round of puzzles to the Foldit players. In 195: Cover the Ligand 2 (ID 39082) we allowed the same surface loops to be engineered by players, but this time kept the ligand fixed in space. Of the resulting structures submitted by players we clustered them based on sequence similarity and structural similarity and manually analyzed a representative structure from each cluster, on the order of 50 structures.

Upon further inspection of the selected structures, we found that while the location of the loop was such that the new contacts would be made to the ligand, the amino acid sequence used to create the loop conformation was unlikely to form a stable structure. In particular there appeared to be an excess of the amino acid glycine, which is inherently highly flexible
and leads to disordered protein structures. So while players had made models with several new contacts to the ligand, due to the use of glycines it was highly unlikely that these structures would actually remain in the conformation as modeled by the players. Therefore the next task was to take these designs and replace the glycines with new amino acids such that the new ligand contacts and general loop structure form the Foldit player would remain intact, in addition to introducing new protein-protein contacts that would increase of the probability of having the loop structured as modeled when synthesized in the wetlab.

From the structures originally selected, a set of 3 player backbone topologies were found in which we were able to remove the excess glycines without significantly disrupting the new contacts that were made to the ligand. Variations of these three backbone topologies were designed by scientists by replacing amino acids and varying the backbone length. These
were synthesized in the laboratory and experimentally tested for their ability to bind the desired ligands. After several rounds of authoring libraries and experimental testing based on these backbone topologies, it was found that some designs were able to increase overall enzyme activity. These designs had placed a helix near the ligand.

Although these designs had improved over the original, and the helix appeared to be a positive change, there was a loop neighboring the helix that looked like it could be improved. Thus we posted a followup puzzle, 366: Back Me Up 1 (ID 988581), requesting that the players redesign that loop into a more stable helix-loop-helix motif. The resulting player-produced structures were promising and able to create the desired motif. Again, the most promising backbone structures identified by manual examination were used to author libraries of structures of varying length and sequence for experimental validation, and the best were found to give an increase in activity.

We then iterated with several more puzzles, 395: Improve the Loop (ID 989188), 401: Quick Loop Puzzle (ID 989312) and 418: Back Me Up 2 (ID 989669), giving players good starting backbones from previous rounds to verify that the structure was correct, fine-tune it, and use results to author libraries for testing. In the end, the most successful design created by players and scientists that was tested is shown in Fig. 5.9a. This final design consisted of a 13 residue insertion, the creation of two new helices, and a roughly 20-fold increase in activity over the starting enzyme. A solved crystal structure (shown in 5.9b) confirmed the form of the computationally-designed structure.

5.6 Conclusion

This chapter has discussed the design of novel proteins using the framework. We have shown players’ creativity useful for coming up with ideas for novel and effective structures. We have shown that players, working together with scientists, are able to design protein structures with increased effectiveness over previously existing structures.

The framework developed with Foldit was able to be extended from an initial focus on protein structure prediction to protein design. The addition of new tools, visualizations, and levels, game players the ability to not just look for protein structures that exist in nature, but design entirely new ones. An iterative process of refinement was used to improve the
game and the protein design puzzles themselves to move towards more useful results.

The puzzles run to redesign the core of fibronectin showed that players were able to come up with designs that were feasible to be tested in the wetlab and similar to those that had been tested experimentally before. Through the process of refining puzzle constraints the players were able to come up with designs that were more likely to work.

The successful redesign of the Diels-Alder enzyme by Foldit players and scientists shows the potential for integrating video game players into the scientific discovery process and the experimental process of scientists. Again, the iterative process of refining puzzles was able to guide players toward more successful protein designs. The drastic departure from the starting scaffold by players indicates that players have the potential to try fearless designs to find truly novel protein structures.
Chapter 6

PROTEIN STRUCTURE REFINEMENT ALGORITHMS

6.1 Introduction

This chapter discusses the use of the framework to allow players to codify, automate, and share their expertise in the form of gameplay macros. Through social evolution of these macros, players develop specialized algorithms with a variety of purposes. In some cases, these algorithms surpass the effectiveness of scientist-developed algorithms.

As interesting as the Foldit predictions themselves is the complexity, variation and creativity of the human search process. Foldit gameplay supports both competition and collaboration between players. For collaboration, players can share structures with their group members to work serially, and help each other out with strategies and tips through the game’s chat function, or across the wiki. The competition and collaboration create a large social aspect to the game, which alters the aggregate search progress of Foldit and heightens player motivation. As groups compete for higher rankings and discover new structures, other groups appear to be motivated to play more (Fig. 6.1a), and within groups the exchange of solutions can help other members catch up to the leaders (Fig. 6.1b).

Humans use a much more varied range of exploration methods than computers. Different players use different move sequences, both according to the puzzle type and throughout the duration of a puzzle (Fig. 6.2a). For example, some players prefer to manually adjust sidechains; some will forego large amounts of continuous minimization at the beginning of a puzzle, but increase it as the puzzle progresses; and some prefer a more direct approach and use more rubber bands when the puzzle begins from an extended chain. Within teams, there is often a division of labor; some players specialize in early stage openings, others in middle and end game polishing. Our informal investigation revealed a fascinating array of thought processes, insights and previously unexplored methodologies developed solely through Foldit gameplay. We have summarized several player-generated algorithms from
an informal survey of top players in Table 6.1.

In addition, any expertise that these players have developed is through the score function, the Foldit interface, and the aggregate knowledge of the Foldit player community. As we have shown very few of them have a biochemical background. Thus, the process of expertise development in Foldit is radically different from that of traditional biochemical research: it emerged through free-form collective exploration within the game framework, rather than through lectures and book reading [33].

As games grow in complexity, gameplay needs to provide players with powerful means of managing this complexity. One approach is to give tools for automation to players. This gives players the opportunity for customization and allows them to approach the game at a higher level. World of Warcraft [99] allows macro commands and also a rich scripting language for creating addons. Second Life [76] has a scripting language that allows users to define the behavior of objects. Final Fantasy XII [34] introduced the gambit system, which allowed players to automate many of the details of battle.

In the context of automation, we would like to investigate several questions. Can players formalize elements of their strategies? What effects to sharing and other social elements have on strategy development? Can sharing automated strategies help to spread expertise to new players? And can we use player strategies to improve automated methods?

The Foldit cookbook was developed to aid players in systematizing their strategies and integrating them into the social environment of a scientific discovery game. In this chapter we show the potential of automation in a social context for propagating the expertise of top Foldit players and increasing the overall collective problem solving skills of the predominantly non-scientist Foldit player population. In addition, we discuss our experience deploying the cookbook to the Foldit community at large, present analyses of two data sets gathered from players who used the cookbook, and conjecture directions for future improvement of in-game automation in scientific discovery games.

6.2 Related Work

Programming generally requires sophisticated skills and training. Extensive prior work has presented new programming languages to make the task easier and require less training.
<table>
<thead>
<tr>
<th>Category</th>
<th>Summary</th>
</tr>
</thead>
<tbody>
<tr>
<td>Sidechain centric</td>
<td>Force core sidechain into new rotamer. Shake remaining sidechains. Unfreeze sidechain, wiggle, shake, wiggle. Move sidechains, automatically readjust the backbone. Sidechain flipping. Turn repulsive way down, then shake, then increase to 1 and wiggle/shake. Alternatively, reduce repulsive and wiggle, then increase and shake/wiggle. Compress recipe.</td>
</tr>
<tr>
<td>Backbone centric</td>
<td>Push, shake, wiggle, shake, wiggle until score stabilizes. Then rebuild plus bands. Reduce repulsive, shake, increase repulsive, wiggle. Twist and straighten ss elements. Script for locally optimizing 10 residue chunks. Rebuild all loops at least once. Use tweak tool to flip sheets with repulsive reduced, then rebuild end loops. Put in bands between sidechains, then wiggle and shake. Vary the repulsive strength. Wiggle internal segments with ends frozen. Drag backbone into voids based on positions of sidechains that could fill voids. Use bands to drag backbone, rebuilds to reposition, then shake and wiggle for cleanup. In the end game, move sidechains, optimize, then sometimes replace with original. Put bands in every Nth residue with recipe/reduce repulsive. Wiggle. Remove bands, increase repulsive. Shake. Wiggle. Identify high energy sidechains, replace with original sidechain conformations individually. Basic idea is to get new sidechain conformations by overcompacting the protein, then to mix these with original sidechain conformations guided by the per residue energies.</td>
</tr>
<tr>
<td>Problem centric</td>
<td>Search for exposed hydrophobics. Push protein around, focusing on backbone, to get more compact and bury hydrophobics. Then wiggle sidechains, then wiggle backbone, then wiggle all. Then global shake. Then perturb sidechains, tweak helices. Compact protein using bands. For refinement, change secondary structure, rebuild, use bands.</td>
</tr>
</tbody>
</table>

Table 6.1: Summary of player-developed algorithms.
Among them, visual programming languages [14] have been popular, particularly in educational contexts. They often take the form of assembling blocks of code, such as in Scratch [57] and StarLogo TNG [94]. Alice [21] is a visual programming language designed to teach students programming through storytelling. Kodu [55, 56] is a visual programming language designed for young children to design and program video games. The Foldit cookbook design faces the same challenges in supporting user programming and uses similar visual programming language techniques. The recent language Toque [85] is particularly interesting for its use of cooking metaphors, which the Foldit cookbook also employs.

Analysis of data from online games is an expanding field, giving insights into the dynamics of online games and the communities around them. Recently, Lewis [52] gathered a large data set on World of Warcraft by crawling web pages. This data was used to answer questions about the game world, such as which classes level faster or die more often. Williams [97] was given access to a large amount of data on EverQuest 2, which was used to discover the profiles of online gamers. In this chapter, we perform data analysis gathered from Foldit players using the cookbook.

How users share their software customization and collaborate in problem solving has also been studied in other domains. Mackay [54] studied patterns of sharing customizable software through a study of users at two research sites working with two different kinds of customizable software. Three groups of sharers were found: the experts who created customization from scratch, the translators who created simplified and more task-specific versions of the expert customizations, and the rest of the organization who adopted customizations from the translators. Berlin and Jeffries [11] studied interactions between experts and apprentices in learning and collaborative problem solving. One primary strategy found in their work was “copy and experiment”: the apprentices find something similar to what they want, copy it, and then try to customize it to their specific needs. In our Foldit cookbook, the sharing activities occur in a much larger scale and in a much more distributed setting. Our analyses discover some of these same behaviors in scientific discovery games and also make new observations about group-based sharing and ratings.
6.3 Overview

6.3.1 Cookbook

Soon after Foldit’s release, the players created a wiki [36]. One section of the wiki was devoted to player strategies; players began requesting the addition of automation tools so that they could more easily carry out their strategies. We also intended to infer strategies from the Foldit players and use them to improve fully automatic approaches. Rather than performing machine learning on the playtraces of Foldit players, we decided that the players themselves would likely be much better at systematic abstraction of their strategies. For this reason we added the cookbook to Foldit. The cookbook allowed players to write, share, and run recipes, which were automated version of their strategies.

The initial interface for writing recipes was a simple block-based visual programming interface, illustrated in Figure 6.3b. Using this interface, a recipe is created by adding steps from a pulldown menu. Steps include game moves such as shaking, wiggling, adding bands, freezing, or restoring saved solutions. Steps can be deleted or reordered as desired. Each step may have some number of ingredients which need to be specified. These can include the pieces of the protein to apply the step to or the number of iterations to execute an optimization. It is worth noting that this language does not have support for conditions or loops. Recipes created with this interface are called GUI recipes.

After the addition of the cookbook with GUI recipes, players additionally requested the expressive power of a full scripting language. We therefore added an alternative text-based interface, using the Lua scripting language [88]. The base Lua language was augmented with custom functions to execute game moves and query game state. The Lua interface has many more available moves and the ability to control the flow of the recipe, allowing much more expressive recipes to be written. Recipes created with this interface are called script recipes.

Players are able to upload their recipes to the game servers to share with other players. They can share a recipe globally with all players or only with players in their group. The Foldit website has an interface for players to search for shared recipes. Each recipe has a webpage with information about the recipe, including its title, description, author, and
comments. Each recipe additionally has a five-star rating. Players can rate a recipe on its webpage and are also reminded to rate, if they have not yet, when running a recipe in-game. If a recipe has been created by modifying a previous recipe, the recipe it is derived from (its parent) is listed on the webpage; any derived recipes (its children) are also listed. There is a button on the webpage that will add the recipe to the player’s cookbook. The player who shared a recipe can make new revisions of it after it has been uploaded. These revisions will be considered the same recipe, and only the newest revision can be downloaded.

While playing Foldit, a list of the recipes in a player’s cookbook are given in a collapsible sidebar in the game, shown in Figure 6.3a. As an introduction for players, the cookbook comes with four example GUI recipes and a button that links to a video introducing the cookbook. There is also documentation available for the steps and function calls, as well as text bubbles that appear explaining each step the first time it is used. The player can easily run, edit, or delete recipes from the cookbook. While running, the cookbook is replaced by text that gives the progress of the current recipe. Individual steps within the recipe can be canceled, or the entire recipe can be canceled.

6.4 CASP9 Analysis

To understand the social aspects of the cookbook, we analyzed data gathered from the puzzles run for CASP9 [19]. CASP is a biannual event in which teams compete to most accurately predict protein structures. Foldit ran a series of CASP9 related structure prediction puzzles over a period of several months, from May 6 to August 19 in 2010. Basic information about the puzzles, players, and recipes used can be found in Table 6.2. In order to ignore recipes that were used a very small number of times, our CASP9 analyses consider only the recipes that were run at least 10 times.

6.4.1 Recipe Sharing

As Foldit players are able to share recipes with other players, we were interested in observing the patterns of use of recipes written by other players. This would allow us to determine if, and how, players were sharing recipes and using shared recipes.
Table 6.2: Overview of data from the CASP9 data set.

<p>| | |</p>
<table>
<thead>
<tr>
<th></th>
<th></th>
</tr>
</thead>
<tbody>
<tr>
<td>Puzzles</td>
<td>56</td>
</tr>
<tr>
<td>Recipes</td>
<td>5488</td>
</tr>
<tr>
<td>Recipes run ≥ 10 times</td>
<td>1139</td>
</tr>
<tr>
<td>Recipes run ≥ 100 times</td>
<td>233</td>
</tr>
<tr>
<td>Recipes run ≥ 1000 times</td>
<td>26</td>
</tr>
<tr>
<td>Recipes run ≥ 10000 times</td>
<td>1</td>
</tr>
<tr>
<td>Total times recipes were run</td>
<td>158682</td>
</tr>
<tr>
<td>Players</td>
<td>3590</td>
</tr>
<tr>
<td>Players who ran a recipe</td>
<td>771</td>
</tr>
<tr>
<td>Players who wrote a recipe</td>
<td>568</td>
</tr>
<tr>
<td>Recipes written during CASP9</td>
<td>5202</td>
</tr>
</tbody>
</table>

In order to understand how players use shared recipes, we analyzed the patterns of use of recipes written by players themselves and those written by other players. We considered all players that either used a recipe during CASP9 or wrote a recipe that was used. For each of these players we computed the following statistics: total number of recipes used, total number of recipes written, number of times the players used recipes written by others, and number of times other players used recipes written by the player.

This led us to identify two distinct classes of recipe users: those who mostly used recipes that they wrote, and those who mostly used recipes written by others. We calculated what percentage of total recipe uses by each player were recipes written by that player. Figure 6.4 shows the histogram of the usage of a player’s own recipes by 10% bins.

The large number of players in the leftmost bin correspond to players who primarily used recipes written by other players. The gray area identifies the number of pure consumers, players who wrote no recipes at all. Combined, these 246 players used recipes over 36,000 times. It is worth noting that 13 of the pure consumers account for more than half of these uses.
The rightmost bin corresponds to players who mostly used recipes they wrote themselves. Looking more closely at players who ran only their own recipes, Figure 6.5 shows the number of times that recipes were used by their authors, broken down by their sharing status. Clearly, these players tend to have an arsenal of recipes that they keep to themselves.

This data shows that the recipe sharing system is being used by the players and that there are distinct patterns of use among players. The high number of pure consumers indicates that recipes are being used by players who do not write them, and thus have the potential to facilitate the exchange of expertise from players who are writing recipes. However, there are a number of players who are running recipes that they have not shared. More could be done to more to encourage these players to share their recipes, potentially by enabling players to earn points for others using their recipes.

6.4.2 Inheritance Relationships

Given that players were using and sharing recipes, we wanted to observe if players were modifying those recipes and what patterns of inheritance they produced. When a player shares a recipe, any player can then modify that recipe and create a new recipe that becomes a child of the original. Players can also modify their own private recipes to produce children. This allows for different variations of a similar concept to be produced, and it provides an opportunity for others to improve on a player’s creation.

To observe patterns of how players were modifying other recipes, we looked at the number of descendants for each recipe. A descendant is any recipe that can be traced back through its parents to an original recipe. It is worth noting that it is possible for someone to take a shared recipe, rewrite it from scratch (with or without modifications), and call it their own. This would not show up as a descendant in our data set. Most recipes in the data set had no descendants, but there were over 250 recipes with one or more of them and 16 recipes with over ten descendants (Figure 6.6).

To investigate further, we looked at the inheritance hierarchies for the recipes with the most descendants. Several interesting patterns are shown in Figure 6.7. Panel (a) in Figure 6.7 is an example of the most-used recipe during CASP9, *Blue Fuse v1.1* (a, 2), which was
derived from another public recipe, *Acid Tweeker v0.5* (a, 1). *Blue Fuse v1.1* has many descendants, but almost half of them are from the same author of *Blue Fuse v1.1* (shown as solid lines). The same is true for the *Loop Rebuild* family of recipes shown in panel (b). *Loop Rebuild 1.0* (b, 1) and *Loop Rebuild 1.1* (b, 2) were heavily used recipes during CASP9, with many other players creating different versions of both (shown as dotted arrows). The author of *Loop Rebuild 1.0* produced many descendants of it, sharing two of them with his group along the way (shown in cyan, such as *Loop Rebuild 1.9* (b, 3)) before finally sharing *Loop Rebuild 2.0* (b, 4) with the entire Foldit community. The hierarchy for *Blue Fuse v1.1* is broad, showing experimentation from a common starting point, while the hierarchy for *Loop Rebuild 1.0* is deep, showing iteration and refinement.

Some recipe writers publicly share their creation and do not create any modifications afterward. Panel (c) in Figure 6.7 shows an example of a popular recipe with many direct children, none of which were written by the original author. *Quake* (c, 1), which was the second most-used recipe during CASP9, has many different descendants, yet none of these modifications were made public. Many of these *Quake* descendants were shared within groups, but not with the rest of the Foldit community. The recipe *simple wiggle by ones* (d, 1) has many publicly shared descendants that ended up being used even more than the original parent during CASP9. The recipe *Lua EAR 3-5 LSR* (e, 1) was shared with the author’s group and led to the creation of more group shared recipes.

Through this analysis it appears that players are taking advantage of the ability to modify and adapt the recipes of other players. Publicly shared recipes have the potential to create many more descendants with wide inheritance hierarchies, but keeping recipes private also provided value to players and allowed more localized refinement.

### 6.4.3 Ratings

The Foldit cookbook gives players the option of rating the recipes they use. Players can rate on the webpage for a recipe or in game via a popup. We wanted to determine if players were rating the recipes they used and what kind of ratings they were giving.

The number of users of a recipe who rated the recipe is shown in Figure 6.8. We found
that it was difficult to get Foldit players to rate each other’s recipes. While recipes with more unique users have more ratings, many users did not rate the recipes they used. Even with a pop-up to solicit ratings after using a new recipe several times, many users still did not rate the recipes.

We used a 5 star rating system, with 5 being the highest rating. However, we found those who did rate recipes mostly rated them with 5 stars (Figure 6.9). It is possible that players simply stop using recipes that they do not like, without bothering to rank them. Another possible explanation is that players do not want to negatively rate other players’ creations, for fear that it might cause an author to no longer share their future recipes.

To improve feedback from ratings, we could require players to rate a recipe after using it many times before they are allowed to use it again or delete it. Perhaps a simple question, such as “Do you like this recipe?” with “Yes” and “No” buttons, or a “Like” feature might have yielded more ratings. A simple choice might have made it easier for players to decide how to rate. It might also be possible to have the option to vote always available in game while a recipe is running, rather than only popping up occasionally.

6.5 Script Recipe Adoption Analysis

We analyzed data around the time of the introduction of script recipes, to discover how the introduction of script recipes impacted the existing GUI recipes. Script recipes give players the option to write recipes based on the Lua scripting language in addition to the original GUI recipes, and were released several months later. The cookbook editor defaults to creating a GUI recipe, and there are two “New” buttons (one for each type of recipe). This data was gathered from July 2009 to April 2010.

Figure 6.10 shows numbers for recipes written and used during this time. We can see that script recipes quickly became popular to use. However, it took many weeks before their popularity overtook the popularity of GUI recipes. In addition, it appears the use of GUI recipes remained popular and did not decline. Further, both script and GUI recipes continued to be authored at this point.

This indicates that GUI recipes continue to be useful even though the more powerful script recipes have been introduced. Therefore, it can be useful to provide both simpler
visual methods and more advanced automation capabilities in scientific discovery games.

6.6 Algorithm Categories

Different algorithms were used with very different frequencies during the experiment. Some are designated by the authors as “public” and are available for use by all Foldit players, whereas others are “private” and are only used by the creator or their Foldit team. The distribution of recipe usage among different players is shown in Fig. 6.11 for the 26 recipes that were run over 1,000 times. Some recipes, such as the one represented by the leftmost bar, were used many times by many different players, while others, such as the one represented by the pink bar in the middle, were used by only one player who chose not to share it with other players. Not surprisingly, the frequency of usage, indicated by the height of the bars, was significantly higher for the publicly shared recipes than the private ones.

We studied these popular player algorithms and found that they fell into four main categories: (1) perturb and minimize, (2) aggressive rebuilding, (3) local optimize, and (4) set constraints. The first category goes beyond the deterministic minimize function provided to Foldit players, which has the disadvantage of readily being trapped in local minima, by adding in perturbations to lead the minimizer in different directions. The second category uses the rebuild tool, which performs fragment insertion with loop closure, to search different areas of conformation space; these recipes are often run for long periods of time as they are designed to rebuild entire regions of a protein rather than just refining them. The third category of recipes performs local minimizations along the protein backbone in order to improve the Rosetta energy for every segment of a protein. The final category of recipes assigns constraints such as pairing beta strands, randomly introducing rubber bands or changing the secondary structure assignment of a given protein to guide subsequent optimization. Foldit players use these algorithms to augment rather than to substitute for human strategizing. Players in essence perform a problem-informed search over the space of strategies, and use recipes to encode the specific lower-level strategies. Different algorithms are employed at different stages in game play. Fig. 6.12 shows the frequency of recipe use in the opening, midgame, and endgame. Expert players exhibit different patterns of recipe use than the player population as a whole. Local optimize recipes are heavily used in the
endgame than at the beginning.

6.7 Context Dependence

Human strategic judgment plays an important role in choosing when and how to employ the recipes. Many of the aggressive rebuilding recipes, for example, require specifying which region of the protein to rebuild as it is rarely useful to entirely rebuild a protein chain from beginning to end. Most recipes heavily rely on the interactive aspects of the game, and are used less as automated tools and more as power tools that serve as an extension of the player’s strategy. There is no recipe that takes a starting Foldit puzzle as input and is able to output a final model that ranks in the top 10 without any human intervention. Foldit players must guide recipes to perform the required task at each particular stage of the folding process. The local optimize recipes that walk along the protein backbone performing local minimizations are useless on the initial state of a Foldit puzzle that starts in an extended chain configuration, for example, because a successful prediction will no longer have that backbone in an extended conformation and will require a new round of local optimization. There are many recipes designed to be interacted with minimally; many of them are configured to run overnight effectively serving as alternative fully computational methods. These CPU intensive recipes can be useful for searching various low-energy regions of conformation space, but alone are not sufficient to outperform recipes used to support the human-lead exploration. These longer algorithms are often launched by top players once they have converged to a low-energy solution and are unable to improve their predictions any further, yet still want to search nearby regions of conformational space before local optimization. This makes it difficult to quantify the usefulness and potential success of individual recipes since they all require very different protein states as inputs for optimal performance.

6.8 Recipe Evolution

There was a rapid evolution of recipe use in the Foldit player population over the period from June 2009 (when the first GUI recipes were first introduced) through the end of August 2010. Fig. 6.13 shows the number of distinct recipes run every week across this time
period, with different shades of gray representing different recipes. In addition to the many individual recipes represented in gray, two recipes stand out as being heavily used: *Quake* (in red) and *Blue Fuse v1.1* (in yellow). The essential features of the algorithms contained within these two most popular recipes are similar. *Quake* is a GUI recipe that repeatedly optimizes the sidechain conformations and minimizes the sidechain and backbone torsion angles, increasing and decreasing the strength of an applied set of constraints to promote annealing of the structure. The *Blue Fuse v1.1* algorithm is conceptually similar to but simpler than *Quake*: rather than varying the strength of artificial constraint functions, the strength of atom-atom repulsive interactions is alternately increased and decreased in repeated cycles of sidechain packing and complete torsion angle minimization. In both cases, an initially poorly packed structure is alternatively compressed (by minimization with strong constraints or weak repulsive interactions) and then relaxed (by minimization with weak constraints or strong repulsive interactions); this alternation appears to be effective in locating low energy compact but well packed conformations. Foldit algorithms evolve in a social fashion, with popular recipes copied and then elaborated upon. While the evolutionary mechanisms by which new algorithms are created (copying and variation) are clear, the mechanisms through which individual recipes spread through the population are less so. The popularity of *Quake* and *Blue Fuse v1.1* could result from individual player experimentation, player communication through chat, or player communication within teams. Interviews with Foldit players suggest that the primary mechanism by which successful algorithms take over the population is word of mouth. Players test and then recommend new recipes to others and rate recipes on the Foldit website. The reputation of the recipe author is also a factor for deciding whether a new recipe is worth trying or not. During this same time period, researchers in the Baker group were attempting to improve the core optimization methods within the Rosetta structure prediction and design program. A breakthrough was made with the *Fast Relax* algorithm, which achieves more effective energy optimization in less time than previous Rosetta methods. Benchmarks have shown *Fast Relax* to be considerably more efficient than an older algorithm, *Classic Relax* [48] used since 2002 (Fig. 6.15, compare green to red), and it is now used in all de novo and homology modeling methods as well as enzyme design strategies. The *Fast Relax* algorithm is comprised of interlaced
cycles of full combinatorial repacking of the side-chains of the protein (repack) and gradient-based minimization of the backbone and sidechain degrees of freedom (minimize). These cycles are repeated 4 times while the strength of the repulsive weight is varied; starting at a low weight of 2, the weight is ramped over 4 cycles of repack/minimize to its final value, comprising a full Fast Relax round. Typically 5-15 rounds of repulsive weight annealing are applied to a given structure and the lowest energy structure encountered (only full repulsive weight structures are eligible) is finally kept as the result. There is a striking similarity between the Fast Relax algorithm developed by scientists and the Blue Fuse v1.1 algorithm developed by Foldit game players. These similarities are evident in the algorithm comparison shown in Fig. 6.14. Both algorithms ramp the repulsive weight up and down while repacking and minimizing the structure, ultimately selecting as the algorithm output the lowest energy structure encountered. There are minor differences – Blue Fuse v1.1 begins with a low repulsive weight and only performs a shake before minimizing the structure at the standard weight while Fast Relax does a repack/minimize cycle at each stage – but the similarities far outweigh the differences. The Foldit players’ discovery is in a rich tradition of softening the repulsive forces to enhance sampling in protein folding calculations. The earliest methods replaced entire subsets of atoms with simplified centroid sidechains [50], and subsequent methods softened repulsive interactions in full atom representations [51]. Classic Relax expanded on this approach by gradually ramping up the repulsive term during the course of a simulation. Through social evolution of recipes, Foldit players independently rediscovered the utility of initially softening the repulsive interactions. They went beyond previous approaches by introducing the sawtooth-like repeated annealing of the strength of the repulsive interactions. This sawtooth profile likely induces repeated compaction and expansion of the protein chain, which evidently helps access new energy minima.

### 6.9 Performance Comparison

To determine how the Blue Fuse v1.1 algorithm compared to both the Classic Relax and Fast Relax protocols, we ran all three algorithms on an in-house standard benchmark set consisting of 62 proteins with a range of structural diversity, including monomeric as well as multimeric structures with and without ligands. For each protein we included both
native and close-to-native structures as well as non-native Rosetta models for a total of 6,758 structures. Each method was run on every input structure and average energies were extracted and analyzed, recording the improvement in Rosetta energy as a function of CPU time. Fig. 6.15a shows that the Blue Fuse v1.1 algorithm (in blue) performs more efficiently than Classic Relax (in red), but not as well as the newer Fast Relax protocol (in green). We tested other recipes, but found none that minimized the energy as quickly as Blue Fuse v1.1. Many recipes were able to find lower energies than Blue Fuse v1.1 but took much longer to do so; this is not surprising as time is not at premium for most Foldit players. There is no penalty for a player to launch a recipe overnight, or before going out for the day, and if the recipe gains them any points by the time the player returns then it was productive. While repeated iterations of Blue Fuse v1.1 fail to decrease the energy further, Foldit players discovered that by combining different recipes together with Blue Fuse v1.1 lower energies can be achieved than with any of them alone (for example, A Deep Breath in Fig. 6.15a). Human ingenuity complicates efforts to incorporate the rich new algorithms developed by Foldit players into automated methods such as Rosetta. Foldit players not only use different algorithms at different stages in game play, as noted earlier, but also employ them in specific subsets of situations. The authors of A Deep Breath, for example, recommend adding rubber bands to a protein before running while other recipes are designed to be run after using the rebuild tool, such as after-rebuild test. Foldit players thus can recognize the precise circumstances under which a particular recipe may be useful, and choose from the growing palette of recipes accordingly. All recipes in the set constraints category, for example, are designed to be run before launching other recipes or manually manipulating the protein.

We also reimplemented Fast Relax in Foldit’s Lua scripting interface for comparison 6.15b. This would be the implementation the players would have had if they had implemented the algorithm. The implementation of Fast Relax in Lua is less effective than the original version. For short execution times, Blue Fuse v1.1 (implemented in Lua) is able to sample lower energies than Fast Relax (in Lua). We found the average player’s execution time for Blue Fuse v1.1 to be around 122 seconds. For this execution time, Blue Fuse v1.1 is able to sample lower energies than Fast Relax (in Lua). Given their scripting interface
and common use case, the Foldit players were able to write a more effective algorithm.

6.10 Conclusion

This chapter discussed how players codify, automate, and share their expertise within the framework, in the form of gameplay macros. We have shown how players develop effective algorithms through a process of social evolution. We have shown that these algorithms, in some cases, surpass the effectiveness of scientist-developed algorithms.

Foldit tackles a difficult scientific problem, requiring players to master many different skills in order to successfully fold protein structures. Players have come up with various strategies to perform well in Foldit [22]. Allowing Foldit players to create and run recipes was a method of codifying these strategies, and including the ability to share recipes has been instrumental in disseminating player strategies. Facilitating the sharing and modification of other’s recipes is a method of distributing expertise. Players are easily able to run shared recipes without the prerequisite of being able to write them and may come up with different fruitful ways of using them that the authors may not have considered. Conversely, a player may not be the best at folding proteins but is a valuable asset to other Foldit players if they produce useful recipes.

We have found that although most recipes have no descendants, there are still many shared recipes that have been modified by other players, often leading to more descendants. One way to increase these numbers would be to incentivize recipe sharing. This could be done by allowing players to earn points for others using their recipes, but this would require hiding the details of another players’ recipe or they could easily be copied.

Despite the use of shared recipes, we found it difficult to get players to rate recipes they used. If players did rate, they was typically positive ratings. We would like to experiment with different incentives to encourage players to rate recipes they use, and simplify the rating system to reflect these usage patterns.

We found that both the visual GUI recipes and text-based script recipes were written and used despite vast differences in interface and expressiveness. This indicates that support for multiple authoring styles can be beneficial. We would like to further examine why players choose one interface over another and what kinds of recipes or styles of writing are best
Our exploration of the ability of Foldit players to codify folding algorithms spawned a flurry of creative activity. There was a striking social evolution of Foldit player recipes in the year after their introduction. Particularly remarkable is the convergence of this evolution and its similarity to an unpublished algorithm developed by scientific experts over the same period of time that achieves faster and more effective energy optimization than previous methods [43]. Foldit players have been at a considerable disadvantage compared to scientists in developing new algorithms as the scripting language only exposes a small fraction of the variables and base algorithms in the Rosetta codebase. We are now generalizing the scripting language to allow control over more of these features, and look forward to learning what Foldit player ingenuity can do with these additional capabilities. More generally, the explosion of Foldit algorithms and the convergence on the best algorithm discovered thus far by scientists highlights the potential of scientific discovery games for complex problem solving and contributions to science and technology.
Figure 6.1: Competition and collaboration. (a) A chart of the lowest energy found by each group for puzzle 987034. The y-axis is Rosetta energy, and the x-axis is time from the puzzle start in days. The thicker line denotes when a member of the group was actively playing. Notice how the breakthrough of the cyan group (denoted by the arrow) during the third day sets off a chain reaction of energy improvements (shown in the yellow box) and how there is a frantic increase in playing just before the puzzle expires. (b) A similar plot for each individual player in group 985857 for the same puzzle. Note how players with worse energy are able to quickly catch up to teammates with better energies.
Figure 6.2: Player move preferences. (a) Different Foldit players take different approaches to solving the same problem. Each circle represents the move type frequencies used in the top solution produced by each player in different time frames: the inner denotes the first hour, the middle denotes the first day, and the outer denotes the puzzle’s entire duration. Each color represents a different type of move that can be made in the game. The left column reflects player move types for puzzles that start relatively close to the native topology. The right column reflects player move types for puzzles that start from a fully extended conformation. Each row represents a different Foldit player. Each player’s preferred move types across each puzzle class are distinct from one another, yet a player’s preferences are similar for both classes of puzzles. Also note that the move preferences change over the lifetime of a puzzle; local minimize is heavily preferred by the end of puzzles but not by all players at the beginning. The move types preferences are very different from Rosetta’s current best automated protocol, rebuild and refine, shown in (b).
Figure 6.3: Screenshots of the cookbook and recipe editor for a GUI recipe. The cookbook interface is shown in (a). Recipes are divided into sections based on whether they have been shared. When the mouse hovers over a recipe name, buttons for running, editing, and deleting appear. The GUI recipe editor is shown in (b). The visual blocks that make up the recipe take up the main section of the window. Buttons for saving, loading, sharing, and other options are along the bottom.

Figure 6.4: Histogram of recipe users by the percentages of recipes used that they wrote themselves for recipes in the CASP9 data set. The lighter bar on the left shows players who used only other players' recipes; the presence of this bar indicates that the expertise of players who write recipes can be used by players who do not write recipes. The lighter bar on the right shows players who used only their own recipes.
Figure 6.5: Sharing status of recipes run by players who run only their own recipes in the CASP9 data set. Most of the recipe uses are of private recipes, indicating that there is room to improve incentives for sharing recipes.

Figure 6.6: A histogram of the number of recipes from the CASP9 data set by number of descendants. There were 9 public shared, 3 group shared, and 4 private recipes with more than 10 descendants. While most recipes have no descendants, some recipes led to a variety of modifications and customizations, creating many descendants.
Figure 6.7: Example hierarchies of recipe descendants from the CASP9 data set. A child is created when a player edits a previously existing recipe. Size is logarithm of number of uses of a recipe. The ability to modify recipes shared by other players led to a variety of interesting modification patterns.

Figure 6.8: Number of distinct users of a recipe and number of votes they cast for recipes in the CASP9 data set. The line shows where points would be if every user rated. The average number of votes cast per user of a recipe was 0.25. Many recipe users do not rate recipes that they run.
Figure 6.9: Distribution of votes by rating for recipes in the CASP9 data set. Most players who cast votes gave 5 stars. Players did not take advantage of the full range of ratings available, indicating a simpler rating system could have been used.

Figure 6.10: Comparison of GUI and script recipes around the time of the introduction of scripting. Data is binned by week and normalized by number of unique competing players. Shown are (a) number of recipes written and (b) number of recipes run. The first vertical bar indicates when script recipes were introduced. The second indicates a refinement of the web interface for recipes. Even after the introduction of script recipes, GUI recipes continued to be written and used, indicating that both interfaces were useful.
Figure 6.11: Foldit recipes are used with very different frequencies. Each bar on the x-axis represents a different Foldit recipe with the height of the bar denoting the number of times that recipe was used. Each color represents a different Foldit player who used that recipe. Recipes shown with only one color indicate that certain Foldit players did not share that private recipe with other players. Blue Fuse v1.1, at the very left was used over 24,000 times, more than three times as much as the next highest used recipe, Quake.

Figure 6.12: Foldit players employ different recipes at different stages of gameplay. The frequency of usage for each recipe category is shown for three different stages of gameplay (beginning in black, middle in beige, end in brown) for (a) all players and (b) top ranked players. Local optimize recipes are more heavily used as gameplay progresses by all players, but even more so by top players.
Figure 6.13: Rapid proliferation of Foldit recipes between June 2009 and August 2010. Each different shade of gray represents an individual recipe with the size of the gray bar denoting how many times that recipe was run that particular week. The most heavily used script recipe is Blue Fuse v1.1, shown in yellow. The most popular GUI recipe is Quake, shown in red, which has been used consistently by Foldit players weekly since its creation.
Figure 6.14: Comparison of Foldit recipes to Rosetta algorithms developed by scientists. Similarity between the unpublished Rosetta protocol Fast Relax and the Foldit recipe Blue Fuse v1.1. Equivalent steps in the two algorithms are represented with the same color. In Rosetta, the Fast Relax protocol is repeated 5 times by default, with a user defined flag: -relax:thorough resulting in a longer cycle of 15 rounds.
Figure 6.15: Performance comparison between Rosetta Relax protocols and Foldit recipes.
After running each algorithm on a benchmark set of 6758 models, from 62 different proteins, we calculated the average energy and runtime for each method. The x-axis denotes the total runtime in seconds and the y-axis represents the Rosetta energy. (a) Foldit recipe Blue Fuse v1.1 is able to sample lower energies than Classic Relax and reach these energies in much less time, but Fast Relax is even faster and more effective at energy optimization. A Deep Breath combines two other recipes (Breathe and Breathe Too) with Blue Fuse v1.1, resulting in a longer average runtime but making it able to sample lower energies than Blue Fuse v1.1. (b) Comparison to a reimplementation of Fast Relax in Foldit’s Lua scripting interface. The Lua version of Fast Relax is less effective than the original version, and at short runtimes, less effective than Blue Fuse v1.1.
Chapter 7

CONCLUSION

7.1 Contributions

This work has presented a framework for using a game to enable non-scientists to solve problems in order to make a contribution to a scientific domain. The framework takes a coevolution approach, allowing adaptation of both the players and the game, to progress towards scientific discovery. With this approach, we have shown that players have the ability to make novel contributions to challenging proteomics problems in the field of biochemistry.

This work identifies useful criteria for determining the kinds of problems would lend themselves to such contributions by non-scientists, and an approach to map them onto games. The framework was expanded from an initial focus on protein structure prediction to additionally encompass protein design and the social development of protein refinement algorithms. We have found that with a large population of engaged non-scientists, there exists the potential for some to discover novel scientific breakthroughs not previously possible.

In designing Foldit we sought to maximize both engagement by a wide range of players (a requirement common to all games), and the scientific relevance of the game outcomes (unique to Foldit). We fine-tuned the game through continuous coevolution based on observations of player activity and feedback, taking approaches from players who did well and making them accessible to all players. Most of the tools available to players today are a product of this refinement. They either did not initially exist or have undergone major revision. The introductory levels were also iteratively tuned to reduce player attrition due to difficulty or lack of engagement. Just as Foldit players gained expertise by playing Foldit, both individually and collectively, the game itself adapted to players’ best practices and skill sets. We suspect that this process of coadaptation of game and players should be applicable to similar scientific discovery games.
7.2 Future Work

There is still much to be learned about the basis for human achievement with Foldit, which will require more specific analysis of how players acquire domain expertise through gameplay, and can discover promising solutions. Such insights could also lead to improved automated algorithms for protein structure prediction.

One large question that this work has only begun to explore is the formalization of successful human strategies to solve the complex geometric task of protein structure prediction, given a set of tools. This is difficult because the general problem of protein structure prediction, and the specific problem of determining what is wrong with a particular predicted structure, is largely unknown. Furthermore, human strategies and their success appear to stem from their diversity and variability. It is not clear if humans' meta-pattern recognition ability allows them to intuit the answer, even when computational biologists cannot formulate the answer. Quantifying various problems with protein structures is an enormous challenge, one that computational biologists are still struggling with currently. We are in the process of analyzing player approaches and formalizing their variations towards improving current automated methods.

The contributions toward challenging proteomics problems by Foldit players demonstrates the considerable potential of a hybrid human-computer optimization framework in the form of a massively multiplayer game. The approach should be readily extendable to related problems, both in biochemistry and other scientific domains where human 3D structural problem solving can be leveraged. Our results suggest that scientific advancement is possible if even a small fraction of the energy that goes into playing computer games can be channeled into scientific discovery.
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